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ABSTRACT

Delimited text files are often plagued by appended and/or truncated records. Writing customized
SAS® code to import such a text file and break out into fields can be challenging. If only there
was a way to “fix” the file before importing it.

Enter the file_fixing_tool, a SAS® Enterprise Guide® project that uses the SAS PRX functions to
import, fix, and export a delimited text file. This fixed file can then be easily imported and
broken out into fields.

INTRODUCTION
Delimited text files can be considered “broken” when they contain appended and/or truncated records.

It is common knowledge that SAS’s PRX functions are powerful tools for turning messy text into
structured data. But can they be used in a program for restructuring a broken delimited text file into a file
that can be imported into SAS? This paper will show the answer to this question is yes.

The following topics will be discussed:

e Defining a delimited text file

e Delimited text file structure (both normal and broken)

e Text qualifying

e The truncated-only method for fixing broken delimited text files containing no appended records

e The appended method for fixing broken delimited text files containing appended and/or truncated
records

e Common surrounding characters (CSCs)

e Setting up the file_fixing_tool

¢ Running the file_fixing_tool

e Testing the file_fixing_tool using one of the 33 test case files
o Before and after examples of fixed delimited text test files

e Helpful reminders and other important information

DEFINING A DELIMITED TEXT FILE

Although delimited text files exist in a wide variety of formats, they all contain the same basic structure of
records separated by record separators and the record’s fields separated by field delimiters. Common
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record separators are a newline character, a carriage return character, or a combined newline and
carriage return character. Common field delimiters are comma, tab, colon, semicolon, pipe, caret, etc.

A very common delimited text file format is the CSV (comma-separated values) format, but it has various
specifications and implementations (Shafranovich, 2005). Shafranovich’s RFC4180 document
(http://tools.ietf.org/html/rfc4180) contains a definition for the CSV format that, as he states, “seems to be

followed by most implementations.” His definition consists of the following rules:

Note: For the below rules, CRLF = the record separator and comma = the field delimiter

1.

Each record is located on a separate line, delimited by a line break (CRLF). For example:
aaa,bbb,ccc CRLF

zzz,yyy,xxx CRLF

The last record in the file may or may not have an ending line break. For example:

aaa,bbb,ccc CRLF

272,yyy, XXX

There may be an optional header line appearing as the first line of the file with the same format as
normal record lines. This header will contain names corresponding to the fields in the file and should
contain the same number of fields as the records in the rest of the file (the presence or absence of
the header line should be indicated via the optional "header" parameter of this MIME type). For
example:

field_name,field_name,field_name CRLF

aaa,bbb,ccc CRLF

zzz,yyy,xxx CRLF

Within the header and each record, there may be one or more fields, separated by commas. Each
line should contain the same number of fields throughout the file. Spaces are considered part

of a field and should not be ignored. The last field in the record must not be followed by a comma.
For example:

aaa,bbb,ccc

Each field may or may not be enclosed in double quotes (however, some programs, such as
Microsoft Excel, do not use double quotes at all). If fields are not enclosed with double quotes, then
double quotes may not appear inside the fields. For example:

"aaa","bbb","ccc" CRLF

Z2Z,YYY, XXX

Fields containing line breaks (CRLF), double guotes, and commas should be enclosed in double
guotes. For example:

"aaa","b CRLF

bb","ccc" CRLF

ZZZ,yyY, XXX

If double quotes are used to enclose fields, then a double quote appearing inside a field must be
escaped by preceding it with another double quote. For example:

"aaa","b""bb","ccc"

For the purposes of the file_fixing_tool, we need to add two additional rules:

1.

Other characters can be used as the field delimiter. The following field delimiters have been tested
using the file_fixing_tool:

comma

caret

colon

semicolon

pipe

tab

Note: If your broken delimited text file uses a field delimiter other than one of the above six, then
please see the first bullet in the section labelled “Helpful reminders and other important information.”
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2. Either the double quote or the single quote can be used for text qualifying (i.e., enclosing) a field and
they both cannot be used for text qualifying within the same file.

Your broken delimited text file must adhere to the above 9 rules. Otherwise, there is no guarantee that
the file_fixing_tool will fix your broken file.

DELIMITED TEXT FILE STRUCTURE (BOTH NORMAL AND BROKEN)

As previously stated, a delimited text file contains records that are separated by record separators, and
these records contain fields that are separated by field delimiters. An appended record occurs when a
record is not immediately followed by a record separator. A truncated record occurs when a record
contains a record separator within the record. Sometimes a delimited text file contains both appended
and truncated records. Let’'s use the following examples to illustrate.

If we were to visualize an unbroken delimited text file containing no appended records and no truncated
records, it would resemble the following where [-----] is one complete record and <rs> is the record
separator:

[----J<rs>
[----J<rs>
[----J<rs>
[----J<rs>

Notice that the file’s record separator is correctly located at the end of each record, which causes each
line to contain exactly one record.

A broken delimited text file containing only appended records would resemble this:

Notice that the lack of record separators after records 1, 3, 4, and 7 causes the appended records.
A broken delimited text file containing only truncated records would resemble this:
[----<rs>

-l<rs>

Notice that record separators occurring within records 1 and 3 cause the truncated records.

And lastly, a broken delimited text file containing both appended and truncated records would resemble
this:
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-J<rs>

Notice that the lack of record separators after records 1, 4, and 5 causes the appended records while
record separators occurring within records 2, 4, and 7 cause the truncated records.

TEXT QUALIFYING

Only the double quote or single quote can be used as a text qualifier to surround a cell (i.e., an individual
field contained within one record), and both cannot be used as text qualifiers within the same delimited
text file.

Text qualifying MUST take place if either of the following two conditions occurs:

1. A delimited text file contains a cell in which there exists a field delimiter. A cell with this condition
must be text qualified (i.e., contain surrounding text qualifiers).

2. A delimited text file contains a text-qualified cell in which there exists the text-qualifier character. A
text-qualifier character occurring in such a cell must be escaped with another text-qualifier character.
In other words, it takes two text-qualifier characters to mean one (i.e., two double quotes to mean one
double quote and two single quotes to mean one single quote). A single unescaped text-qualifier
character occurring within a text-qualified cell will throw off the column alignment for that record when
the delimited text file is imported into SAS.

Note: A cell CAN be text qualified without meeting one of the above two conditions.

TRUNCATED-ONLY METHOD

This method can only be used on broken delimited text files containing truncated records and no
appended records. But what is the definition of an appended record?

Within a broken delimited text file, an appended record occurs when the beginning of any record occurs
on a line containing any characters from the previous record. In other words, a record separator does not
exist between two records (as it should).

Besides the “no appended records” requirement, there is one other requirement for using this method,
and that requirement is the following:

Within the broken text file, the first field of every record and its immediately following field delimiter (i.e.,
the field delimiter occurring between the first and second fields) must occur on the same line.

In other words, a record separator cannot exist between a record’s first field and its immediately following
field delimiter. Without this requirement, the tool will not be able to determine when it has encountered a
new record and will treat the new record'’s first field fragment as part of the previous record’s last field.
The chances of the first field being so long that it would be truncated are slim, since the vast majority of
delimited text files locate their identifier or key variables among the beginning fields while their variables
containing long text strings are located among the ending fields.

Unlike the appended method, the truncated-only method does not use your last_field and first_field
patterns (i.e., the patterns contained in your two macro variables) to fix your delimited text file. It uses a
built-in regular expression to identify and count the number of fields encountered up until the last field, at
which point another regular expression is used to deal with separating the record’s last field from the
following record’s first field.
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APPENDED METHOD

Fixing a broken delimited text file containing only truncated records is relatively easy. Fixing one
containing appended records (with or without truncated records) is more difficult and sometimes
impossible.

The key to fixing a delimited text file containing appended records is developing a pattern (i.e., a perl
regular expression segment) that isolates either the file’s first field or a pattern that isolates its last field
from the rest of the file. (The file’s other fields are already isolated by their surrounding field delimiters.)
In other words, with this pattern, we are able to identify throughout the file the location at which one
record ends and the next record begins. Identifying this location is critical because this is the only
location throughout the text file that should contain a record separator instead of a field delimiter, which
would be expected since, as we have mentioned, this location is the end of one record and the beginning
of another. In fact, any delimited text file with appended records can be fixed if this location can be
identified no matter how appended or truncated the records in your file may be.

CREATING YOUR LAST_FIELD AND FIRST_FIELD PATTERNS FOR THE APPENDED METHOD

To identify and isolate your broken file’s last field from its first field, you need to enter patterns in the form
of perl regular expression segments for the macro variables last_field and first_field. These patterns will
depend on your knowledge of the field’s contents and how close your pattern comes to matching those
contents.

Here are a few examples of field contents and their matching patterns.
NOTE: The term “visibly blank” means having 0 or more spaces.
1. Social Security number
a. Contents: a 9-digit character string
b. Pattern: \d{9}
2. Social Security number with some cells being visibly blank
a. Contents: a 9-digit character string or visibly blank
b. Pattern: (\d{9}| *) where pipe is the “or” metacharacter and <space>* means 0 or more spaces

c. Note: The file_fixing_tool requires the use of “non-capturing group” parentheses whenever
parentheses are used within your last_field and first_field patterns, so the pattern would have to
be entered as:

(7:\d{9}| %)
3. Categorical data
a. Contents: A string containing either red, white, blue, or visibly blank
b. Pattern: (?:red|white|blue| *)

Note#2: Non-capturing group parentheses MUST always surround an “or” operation or a
continuous series of “or” operations like the above pattern.

4. Categorical data (case-insensitive)
a. Contents: A string containing red, white, blue, RED, WhITE, BIUE, etc..., or visibly blank
b. Pattern: (?i:red|white|blue]| *)
Note: The ‘" in ‘(?i:" makes the contents case-insensitive (Dunn, 2011).
5. A number between 1 and 1000000 (one million)

a. Contents: A character string containing between 1 and 7 digits or visibly blank

5
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b. Pattern: (?:\d{1,7}| *

6. Date (using a very forgiving pattern)
a. Contents: A date string with format MM/DD/YYYY or visibly blank
b. Pattern: (2:\d{2)\\d{2\\d{4}| *)

Note: Use more “forgiving” patterns when your data are messy and error laden. For example,
the above pattern will match the string 55/77/9999, but that is ok, since our goal is to fix the
broken file and not identify bogus date data. If our pattern is too precise, like the next example,
then the file_fixing_tool will fail.

Note#2: Although the forward slash is not a metacharacter, it must be escaped (i.e., back-
slashed), since the file_fixing_tool uses it as a regular expression delimiter in its processing.

7. Date (incorrect use of a precise and not very forgiving pattern)
a. Contents: A date string with format MM/DD/YYYY or no contents
b. Pattern: (?:(?:0?[1-9]|1[012])V(?:0?[1-9]|[12][0-9]|3[012])V(?:19]|20)\d\d| *)

Note: WRONG! Precision like this will cause the file fixing tool to fail, since the pattern will match
a real-life date and will not match a string like 55/77/9999. The file_fixing_tool needs to be able to
match any existing junk data if it exists with the correct format. Save this kind of precision for
downstream programming involving identifying bogus dates. It has no place in the fixing of
broken delimited text files.

COMMON SURROUNDING CHARACTERS (CSCs)

Common surrounding characters (CSCs) are characters that can exist on the edges of your field (i.e., cell)
yet still are contained within the field’s contents.

For text-qualified fields:

1. They can exist just inside the text qualifiers surrounding your field.
2. They can be any of the following characters:
a. The field delimiter character
b. A pair of text-qualifier characters (meaning a successive EVEN number of text-qualifier
characters) that does not include the field's two actual surrounding text qualifiers
c. The space character
d. The text qualifier character NOT being used as the text qualifier. For example, if the double
guote was being used as the text qualifier, then the one not being used would be the single quote
and vice versa.

For non text-qualified fields:

1. They can exist just inside the field delimiters.
2. They can be any of the following characters:
a. The double quote character
b. The single quote character
c. The space character
CSCs can occur in any of your broken file’s fields and they do not need to be accounted for within your
last_field or first_field patterns when running the appended method.

So what are the benefits of automatically accounting for CSCs in your last field’s or first field’s contents?
There are several benefits:

1. These characters tend to occur quite often on the edge of fields whether the field is considered to be
text qualified or not.
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If the file_fixing_tool did not automatically account for them occurring in your last field or first field
contents, then they would need to be accounted for in your last_field and first_field patterns. By
accounting for them, you are always covered.

Accounting for them does not affect the match since the pattern will account for them only when they
are present in your field.

Note: It is extremely important to remember that only CSCs occurring on the edges of the field
contents (i.e., outside any non-CSC characters) are automatically accounted for by the
file_fixing_tool. If they occur inside of non-CSC characters, then they need to be accounted for within
the field patterns contained in your last_field or first_field macro variables.

SETTING UP THE FILE_FIXING_TOOL

The following are steps for setting up the file_fixing_tool:

1.
2.

o g~ w

Create a directory named “file_fixing_tool_dir” on your desktop.
Within this directory, create the following two subdirectories:
a. infile_dir — will contain broken delimited text files of the following types:
1) Test case files that come with the file_fixing_tool (33 test case files)
2) Your own broken delimited text files that need fixing
b. results_dir — fixed delimited text files will be sent here and be named one of the following:
1) APPEND_METHOD_RESULTS.txt
2) TRUNCATED _ONLY_METHOD_RESULTS.txt
Copy the file_fixing_tool SAS Enterprise Guide project to the file_fixing_tool_dir directory.
Copy all 33 test case files to the infile_dir directory.
Open the file_fixing_tool SAS EG project.

Within the following three process flows, change the path of the imported fixed file to the FULL PATH
of your results_dir directory:

a. Appended Method Testing, NoText Qualifying
b. Appended Method Testing, Text Qualifying
c. Truncated-Only Method Testing

Open the process flow named “Set macro variables and compile macros” and open the program
named “everything_macro” and enter your path for the macro variable named dir. Make sure to
include the backslash at the end of your path. For example:

C:\Users\genovePC\Desktop\file_fixing_tool\

Setup is now complete.

RUNNING THE FILE_FIXING_TOOL

The header record (if one exists at the top of your broken text file file) must be removed and stored before
running the file_fixing_tool, since it will interfere with the regular expression matching. After you have run
the file_fixing_tool and fixed your broken file, simply prepend the header record back to the top of the
fixed file. 1, the author of this paper, apologize for not adding this functionality. | simply ran out of time.
Coding this functionality is a lot trickier than it would seem and the costs might outweigh the benefits.
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To run the file_fixing_tool, do the following:

1.
2.

Open SAS Enterprise Guide and open the file_fixing_tool.

Open the process flow named "Set macro variables and compile macros” and open the program
named “everything_macro.”

You are only allowed to modify the following macro variables contained in the area within the
“MODIFIABLE CODE" boundaries:

[

# MODIFIABLE CODE: BEGIN #

T
%let contains_text_qualifying = %str(y);

%let fld_dIm = %nrstr(\x2C); [* Identify the field delimeter. Use \x2C for comma */

%let num_fields = %str(5); /* Number of fields in the file. */

%let txq = %str(%");  /* %" for double quote, %' for single quote, or n for no text qualifying */
%let run_appended_method = %str(n); /*y =run, n =don't run*/

%let run_truncated_only_method = %str(y); /*y =run, n = don't run */

%let input_line_stop = %nrstr(=~##); /* Used for marking the ends of inputted text file lines */
%let in_file_lrecl = %str(500);  /* Length of character variables used in processing */
%let out_file_Irecl = %str(1000); /* Length of output file records */

%let pre_trunc_num_spaces = %str(20); [* Used for truncation detection */

%let dir = %nrstr(C:\Users\genovePC\Desktop\file_fixing_tool\);

%let infile_dir = %str(&dir)%str(infile_dir\);

%let results_dir = %str(&dir)%str(results_dir\);

%let in_file = %nrstr(TCases_SomeTxq_Empty Spaces_EmbDIm_EmbTxq_trunc.txt); /* */

%let first_field = %onrstr((?:(?i:[A-Z]+?)| *?));  /* used only for the appended method */
%let last_field = %nrstr((?i:red|white|blue| *)); /* used only for the appended method */

[

# MODIFIABLE CODE: END #
HHH

Notice that the last two macro variables (first_field and last_field) are used by the appended method only

al
4

nd are ignored by the truncated-only method.
. Set each macro variable according to the following definitions:
a. contains_text_qualifying — settoyorn.

1) If settoy, then the file_fixing_tool will process the file as a text-qualified file. You must
also set the macro variable txq to the text qualifier being used.

2) If setto n, then the file_fixing_tool will process the file as a delimited, non-text-qualified
file, and the txq macro variable will not be used during processing.

b. fld_dim - field delimiter used in your broken file. For example: , <tab> : ; | » etc...

Note: When your field delimiter is a comma, use its hex value (i.e., \x2C). Otherwise, it will be
misinterpreted within the %nrstr() macro function as a separator of arguments to the macro
function.

c. num_fields — number of fields contained in your broken file.

d. txq — the text qualifier used (if file contains text qualifying). Use one of the following :
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1) %" — double quotes used as text qualifier

2) %' — single quotes used as text qualifier

3) n — no text qualifying
run_appended_method — you must enter either y or n.
run_truncated_only_method — you must enter either y or n.

Note: You cannot run the truncated-only method on a broken, delimited text file containing
appended records. Doing so will create bogus results.

input_line_stop — keep the already-entered string of =~## This string is used during the
importing of your broken file to mark the end of each line (i.e., where a record separator (aka line
stop) occurred). If your file happens to contain the string =~##, then choose another string, but
be careful since you need to choose characters that are not regular expression metacharacters or
characters that are not special in the SAS Macro programming language such as % &.

in_file_Irecl — a number used to make sure that truncation does not occur during the importing of
your broken file. If you receive a truncation error, then increase this value.

out_file_Irecl — a number used to make sure that the fixed record outputted to your fixed file is
not truncated. It is also used as length values for certain variables used in creating your fixed
record.

pre_trunc_num_spaces — a nhumber used for detecting truncation.
dir — the directory path containing the directories infile_dir and results_dir.
infile_dir — the directory containing your broken, delimited text file.
results_dir — the directory where your fixed, delimited text file will be sent.

in_file — the name of your broken, delimited text file. Don’t forget the “.txt” suffix in your file
name.

first_field — a pattern (in the form of a perl regular expression segment) that matches the
contents of the first field but not the contents of the previous record’s last field.

last_field — a pattern (in the form of a perl regular expression segment) that matches the contents
of the last field but not the contents of the next record’s first field.

5. You are now ready to run the file_fixing_tool by clicking the following:

File = Run file_fixing_tool

TESTING THE FILE_FIXING_TOOL USING ONE OF THE 33 TEST CASE FILES

There are 33 test cases in the form of delimited text files that are used for testing the file_fixing_tool.

Each test case file:

contains 5 fields
contains 21 records

contains a list within its contents (see below picture) of macro variable settings needed for
running the file_fixing_tool on the test case file
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Lnl, Coll

e exists in an “already-fixed” state meaning it contains no appended or truncated records

Note: The 4 test case files whose names begin with ‘TC_T' do not exist in an “already-fixed”
state. We will explain why shortly.

Most of our test case files exist in an “already-fixed” state because, as previously stated, the key to fixing
a broken delimited text file containing appended records (with or without truncated records) is dependent
upon developing last field and first field patterns that identify and isolate the last and first fields. The
amount of appending and/or truncating occurring in your broken delimited text file is not a factor when
using the file_fixing_tool to fix it.

If your last_field and first_field patterns are successful in identifying and isolating either of these fields,
then the “already-fixed” file will remain in this state.

If not, then the file_fixing_tool will destroy this state.

TESTING THE FILE_FIXING_TOOL USING ‘TC_T’ FILES

The ‘TC_T’ files are “truncated-only” or “truncated and appended” versions of the files whose test case
number they contain in their name. For example, the following two files are identical except that one of
them is in an “already-fixed” state and the other contains truncated records:

TCase_008 comma_FF uc Ic_LF uc_Ic_EmptyFlds_Spaces.txt
TC_T__ 008 TRUNCATED_ONLY_comma_FF_uc_lc_LF_uc_lc_EmptyFlds_Spaces.txt

The ‘TC_T’ files are used for ensuring that the file_fixing_tool fixes broken delimited text files that actually
contain appended records and/or truncated records.

When running the file_fixing_tool on one of the ‘TC_T’ files, set the macro variables to the same values
as the number of the test file contained in the ‘TC_T’ test file’s name. For example, the following two files
should have the same macro variable settings since, as we have already mentioned, they are identical
files but one has truncated records:

TCase_008 comma_FF _uc_Ic_LF uc_lc_EmptyFlds_Spaces.txt
TC_T__ 008 TRUNCATED_ONLY_comma_FF_uc_lc_LF_uc_lc_EmptyFlds_Spaces.txt

You will get the exact same results when running the file_fixing_tool on either of these files since they are
the same exact file when they are both in their fixed states.

10
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RUNNING THE FILE_FIXING_TOOL ON ONE OF THE 33 TEST CASE FILES

1. Open the test case file and notice how the third field contains information dealing with macro variable
settings.

2. Open the everything_macro program and set your macro variables to the settings contained in your
test case file.

3. Within the everything_macro program and directly below the “MODIFIABLE CODE" area, you will see
another area between labels “TESTING AREA: BEGIN” and “TESTING AREA: END.”

4. Within this area, uncomment one %let statement for the first_field macro variable and one for the
last_field macro variable for the test case that you are running. Each %let statement has an
identifying comment to its right.

5. You are now ready to run the file_fixing_tool on your test case file.

IMPORTING THE FIXED TEST FILE

Whenever the file_fixing_tool is run using the appended method on one of the 33 test case files, the
resulting fixed file (contained in APPEND_METHOD_RESULTS.txt) is automatically imported into SAS
and broken out into its 5 fields.

Each of the 33 test case files has its own file import process within one of the following two process flows:

1. Appended Method Testing, No Text Qualifying
2. Appended Method Testing, Text Qualifying

The following is a picture of the Project Tree showing the two process flows and their contents.

11
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- tcase_010_semicolon |
{3l tcase_011_tab I|| (%) —
:IEQE Appended Method Testing, Text Qualfying | @——h—

EI"E[_. APPEND_METHOD_RESULTS bt I
-l tcase_012_comma || tcase_004 ¢ Data
-l tcase_013_comma '| LU Imported ...
tcase_014_comma |
% tcase_015_comma "| @ -

@ tcase_016_comma || @ L Lol

-l tcase_017_comma '|
- tcase_018_caret Iil| | tease_D05_c Data
- tcase_019_caret '| omma .. Imported ...

-l tcase_020_colon ||
-l tcase_021_colon |

-@ tcase_022_comma | @

- te_t_ 022_comma_trunc_test ||

@ tc_ta_0%2_comma_trunc_append_tel_ | tease 006 c Data
-l tcase_023_comma | aret o Imported ...
-l tcase_024_pipe |
-l tcase_025_pipe | () —
-] tcase_026_semicolon 2 | @ -_— t%

i p—— i —

The use of SAS Enterprise Guide’s conditional processing ensures that only the import process for the
test case file being run will execute.

No test-related import process in either of the above two process flows is executed when the
file_fixing_tool is run on a delimited text file other than one of the 33 test files. In other words, every
import process within these two process flows is for testing only.

The process flow named “Truncated-Only Method Testing” contains only the following two import
processes:
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Truncated-Only Method Testing -

:qgﬁdmmvmid:lnsandmnphm B Run - [ Stop | Export - Schedule ~ | Zoom -
tl-ﬂq Add markers, import texd file, and test for truncation
- oy Fox dataset - Appended Method
i) feg Fix dataset - Truncated-only Method
| Bgg Appended Method Testing. NoText Qualfying
#-Beg Appended Method Testing, Text Qualfying
=1-Beg Tuncated-Only Method Testing

B TRUNCATED_ONLY_METHOD_RESULTS bd L\

- te_t__008_truncated_orly \. @ ® -

gl te t 022 tuneated only

BEFORE AND AFTER EXAMPLES OF FIXED DELIMITED TEXT TEST FILES
EXAMPLE #1

The foIIowing broken delimited text file contains truncated records but no appended records:

‘DECEMELR ™, ", - = @ad,
. Fjrst Field conterta: wc To sowe_tag fields empties speces  ecbedded_tags  esbedded dles B, T

b;aald_'nq: iL.:L:t Bﬁiehl :munt: 4 :I.': some_tug fields empties spaces em

-:Eaa "'!-:ilet mtaim_te:t qu-:.'l'lﬁ."lng = Nt {yh; Iy
!1“ Hd_-d1- Y ?.r'rs'l:r('-\.u!c:l Joo S, BioE,SEee
- siet nu._Hﬂ-un e wREF(5): -
H-;TE, = ~ada, Xlar Txg = MSTr{Ndge); SELL
e T Ty Elar run_appersed_sethod = NRoryli T
. ' gler run_trencated_cnly_sethod = Sty JECE, T,
g mmm————— aaa,” #irst arvempr:  Xler first_flald = Mnrser{(?:fa-z 1400 Raeei
R—TT secord 1::1-&?"11&% First_field = %nrsrr (079 fanuary | Tebruary], . . | nowenber | decenter | =30; "L, "
----- aaa, $TEC,
%ler last_field = Norser((?4ired|whitelbluel *)); T - PR 1 [T
——-amn cce, "7, rad
Ty m— maa,” HOTE: «dg> = doulbile quote character e, white
Xlet inFille = ¥ = oot
Jore " BLUE

11 a
" TC_T__ 0 _TRAMNCATED_OMLV_commi_someDgs_Fr_uc_Te LF_
m:_1c_;mty|=1ds_:pa:a:_;lb'nu:ﬁ_:lbﬂ.m THTY:

B T TR o
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The following is the above broken delimited text file having been fixed using the appended method:

First Fleld comterts: 1 ome_tug fields  empti paces  enbecded_t erbedded_d|
T M 3 E 15 :m_t&'ﬁ:hds mig :rnms et _Tags e m_d'l:
'Hfring ]'i.'ltr(_vil.

-'htr k3 H
g T :

oH
Xlet r - Natr [ 5
KleT n.n_trﬂa‘md_ijthnd - Mtrfﬁ

EAFST atTémer:  Xlér Tirst_field = !hrs'l:r g—i 5 3
Second Attempi: Xlet firsi_field = Srair mr'l ebrwaryl, ., Inovenber (december] =17;

%let Tt _field = Sratr((7iiredishiteiblee] =23;

i = dowble geote character
l1m: dn_Tila = Kewstr(
TRLPCA G_MLMJMJFJLlLLFJAL1LEM3F1UJ£mem_EmIM Txtl; s
= -white”
WTETa e

Lnk Coll

i Fi L& L S |

| T K Firsa Field contents: uc i some_boy fields emplies speces embedded_tgs smbedded,_dims Shius.

i Lthmlumﬂﬂ'ru ucl:mmuq_ﬁdmm:msembeddaﬂ_mm\hadm_dm -:'n: |

3 | “ilel contins,_tex_guaiéyng = Sstriy), oo ¥

FL [Shetid_dim = () aet |- BLUET

5 ol e | ild:. - ..-lh'lf!.‘l coc

® | £ = s o g ot WHITE

B | ibelrun_apparded mehod = Tatriy) et .

2 | kel su_unealis]_sily_mathed = Tty ez URED

5| [ cee

o First mmempt Sl firwl_Fisdd = Sooralri{ % [A-Z Tk org BLLE

-'1!“ Secord fdmept el Sral_Reld = YCreain [ jaruscpiisbruecyl | Incresmiber] decambear© “ii: =~ 3 "™
coc B

ﬁ St bnst_feld m %renar{ [ redhwditel biuel <) [ e

i e oo s S e Fred=

= HOTE: <rg> = doulle quote characier ooe white

6 | | ihatin_file = et P |BUE, =

7 TC T_IIZ‘E_WI.INCATED OMLY_comma_someliGs_FF_wc_lo_LF_uo_lo_EmphyFlds_Spaces EmbTxls EmbliMs bl  ooc

8 | man | = ‘mﬁe

BuwE, 323 [ | blue

2 - | cee |RED

= | ALIGLIST S T 1Y L 1 811 1 (323 et

The following is the original broken delimited text file having been fixed using the truncated-only method:

1 TRUKCATED
Fiw Ect Fomel View  Hslp

Fri 'I:rEi:EHBEH"' Firse Field contencs: oc lc =psme_cxg_fields espries =spaces esbedded_cxgs  esbedded_dle= a
Last Fiald contents: uc T suu_:x falds aspries spaces esbodded_rxqs esbadded_dlss
Elar :un:ains :!xt-quaHI‘y‘inn iy
wler Fld_dis e ".x}l:}.
Eler nus_fields - Mtrgﬂ
1AL Txg BLEP dq:}:

%lec run_appended, secho u wserivi

wlee run_Eruncalad_nnly_ser hod = waEr{y};

FIFSE AEEEmpE! iy Firse_Fiald = !’.ﬂl'ilr{f'ﬂ ]'};
second arttespr! Xleo firsc field = %nrscri{71:january|february|... |novesber |decesber | *}}; HEEET Jred,
JEEE
wler lastfield = %nrserd{™ ired|whice|blue| 33 o aE +
VEEE, ",
WOTE ! ?.- = double guote character (44 Jwhice
et Ir\_F Te = '!.ur:.lrz "lece, "LUE™ |
TC_T__0I2_TRUNCATED OMLY_comea_sosebds_Frouc_lc L oo lc_bepryrids_sSpaces_cebTwgs CebOLMs . TNT)Z wH JCCC,
P T

! '
AauRET T, seatzaaz,

A A T Ry S “blua
A aaa, "RED "
“RUGUST T, ama,” : : P " CEL .ﬂﬁ Ca

Lnl, Cail
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The foIIowmg is the SAS dataset created by importing the above fixed delimited text file into SAS:

i F3 & F4 lﬁ s
l_. Firat Fisld contents . us Ic pome g felds sophes spaces embedded tom smbsdded dme ]
2_ : I | Lmledmwtwmmwum_mmdm _mc_
| . |—m————am | iletcontains,jex|_ausiying « sy} Jece .
o | S MARCH e EAN :‘ullﬂd_'ﬂ'n ‘k.m!h'fm ot ; _BLHE'
L T ] | Tl mum_faids -1’4ﬂ5| e

. T gAY w Lpar[l i) e WHITE.
i Lttt folet M_mdacl_mclnd = »-nfyk oo
TS [ | %ele run_troncatesi_oniy_method < Lairiy] lecc “RED
I s P — ...-' -nx —
0 | et ——am Firal sirpt bl Gral_bwkd = Snsbil{ % [A-Z T ges [RE
_%L DCTOEER -3 Sacond Attenpt Ylat Frat_fald = Sorstr[ T jarusey Februarg|Inovembarddecembard i) (== " red.”
13 | WOVEMBER® | ——asa | ' ' o= |
13 | TECEMEER' — et st _fimkd = el oradiwhasiblue 71 |eon | "hlue,_,
| PE—— lece | Sred™
A5 | FEBRUARY | —am | NOTE oo = double qucie characher fese | white
6 | march ———me | Cuetinfestemsi o . e [mUES
a7 | "apil .. | TC_T_022 TRUNCATED: DNLY_comea_somaDOs_FF_uc_k_LF_uc_lc_EmptyFids_Spaces EmbTHlls EmbDLMstetf:  coc i
m] o i L | whine
L JURET, [ aaa [ R T mamsans’ T — |eoe .N_
0| e e R =g RED
BT e s whee

EXAMPLE #2

The following broken delimited text file contains both truncated records and appended records:

||r"oecEmEER™", 7, -~-233, Firse Field cormencs: we_ Ic somo_rug flolds  espries
:p\.lcu epbedkded_t an evbedded_dlm :l:c.. Tue, "~ JanuisRY - Last Field conterts:
e :-onLtlanir rh tﬂpH:ﬁ :n-ir.ts enbedded_T g -bm'l d_d'lrld-

,----------------- K16T CONTalns_TeaT qu:.‘l11'§.-'|ng = RsTriyl;

N IJWIJCH i T m-—-aan, slet Fld dle = Nrwstr Eic);
LEEE, "

Nlet rum_fields = Nstr{3);

Eler THg = Rorr (Rt };
Klet rur_sppended_metbod - Exkriyl;

First attespt: Nler first field = Norsord{Ti:[aE 1520

smnd a.1:|:up|: wlar Tirst_field = Soeste (T januaryl Tebruary). . . | mowvenber | decesbar | =10
rtd o, S NOVEMBER®

Elet Tast_Tield = Xewser((Ti: r:dlmuelb‘lnl '}} -

MOTE: =<tgr = double

<EEC,

roeec,”  white "

rich,
“let infile = hstrq - coo, BLLE™ |~
" oaprlly " -—---aka, TC_Th_0d.J_APPENDED_AKE_TRUNCATER_COmma_Somends_Fr_uc_lo_LF_uc_To_FmpsyFldi_spades _EabTans_FebDuMs. D58}

b R

tni, €otl

15

Distribution A: Approved for public release; distribution is unlimited. Case Number: 88ABW-2015-1635, 31 Mar 2015



The following is the above broken delimited text file having been fixed using the appended method.
Notice the few double quotes that get matched to one record’s last field instead of the following record’s
first field. This is unavoidable since these double quotes could logically belong to either field.

#irsr vield concencs:  uc 14: some_rug_fields sspries spaces esbedded_tags  esbedded_dies
nast #ield concents: uwc s-u-Lu.?_'r!eM:_ espries  spaces esbedded_tags  esbedded_dims
ua11fy1r|g-u1:r
Fiy [-;li.'lr.il
= Etriii;

ey ol ﬁ{r:ﬁ-}:
n

_ Nlet renctrincated_only_sechod = Nsoo(mi:

First atcespr:  Xler firsefield = Swsori(?: En r 1*

1
tecord actespt! Eler firaz_field = Sarseel(?: Jamary rehrua.ryl . |ravesher |decesber| *3);

Wer Fast_Field = Serstr{(?srediwicelblus] #3103
WOTE; i = double quote character
%ier in_f1le = Sorstrd
T MC_Ta {02 aPFUeDED_aRD_TRuCATES comma somefns fF_yc e F_uc e Empryd 1d:_Spaces_EmbTans_Esbiii, Tax)]

The following is the SAS dataset created by importing the above fixed delimited text file into SAS:
W FEE Fa F S

%g
it

First Figlo contesis: e b some P felds empbes spaces embedded pos. embedded_dima oo ke,

| [ T E—— some_fog felds emphes soeces embedded toos mdm& oo
L am | el consing_jeed_susl@ing = byl i =
.Li. MARCH™, Al _'-".IHI'_H_M = b e ELUE™
5_: B -1 ] Lbeimum_felds = Sahif); =
i-. sy - el g = Gt Gedgak (-] WHIE
Bl am | Gleden_epperded mathed = Tawly) leee =
B oy == Bl et run_trencalesd_onty_method = Sabing (23 “RED
. - =
A0 | weparber | First svmgt et firat_fmls = Snrntefi 7 (42 T FrE L1
mjocoen “ua | Seeimd Aerepn Yalet brel_fuehd = Toart| (7 | sy fleb bl et | ) [mee “rad™
e MOVEMEER" ——pan oo .
23 |DECEMBER  ——emn | Sletiast_field = Sansyi T recebiielsioe i) [oeo e
- e ! L. X
L FEERUARTY ] ] | HOTE: s = Socbie quite chancier | e whig
A march e ] | letm_file = St oo BLUE®. =
A7 | il — ] | TC_Ti 033 _APPENDED_AMD_TRUNCATED comma_sormeDis_FF_wc_lc LF_uc i EmptyFlés_Spsces_EmbTaGs EmbDLbs txi): L
| aka eee kit
19 Qe R P o ——— s = oee iy
o = oen RED
= | AuGUsT J— B e wile
EXAMPLE #3

The following delimited text file is in an “already-fixed” state since it contains no truncated or appended
records:

FiFsT Flald Conmans: -m: 1c some_teq fields ospries spaces sosbedded_txqs asboedded_dlss
Lasi Field contents: Tc some_itwg fields ewpries =paces esbedded_twgs esbedded_dies
W8T COMTains_Tant qul111'j-1ng Ssrr(yle

%let flddlm hrl:rl'._-.m}.

Klat l'h.-q_f1-ll'|di -

let - 'htr e

et l'm_wfﬂd - “Ir?g

Xlet ren_ trencaced only_method = %Nsor

First atcempr:  Nler firsc_field = Norser '-‘1:}!.-2 1*
S

Tis hmu],-”'hbrutr_ﬂ... |nevesber |decesher | *3):
et et _Flald = Sarate{ (™ :rad|whiitelblus]l =13

Attempt: %let Pirst_Field = Sneser

NOTE 3 > = diomlile be charscter
Kler in_f1le = Id'll's-'l:i'?m:I
E Ti:nu:ln.w-um.ﬂ'_w_1r_tF_w_h_!IcltJ.-ﬂdn_Ew:u_.E-lens_E-le ExE}:

.cl:c.wH!:
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Here are the results using the appended method that show that the “already-fixed” state has been
maintained except for a few double quotes that get matched to one record’s last field instead of the
following record’s first field. This is unavoidable since these double quotes could logically belong to either

field.

rirst rield concents: uc
Last Fiald conperts:

¢ some_twg.fields cEpries spaces embedded. twgs  embedded. dims
uc 1€ some_txg Tields eEplies spaces

arschiad_tegi  esbedded_dlms

i let cortaine_ l:!rt_u:ualiF:.ﬂng X=srriy};
Klar fld dis

= wlat rum_fialds
%1t tag

wler run appanded metFod

Enrzoriiwic);
= ESLF(E);
= Tebr (Nl
- Kairiyh

Slar ron_truncated only_sethod = Sauriyl;

FITST atTaspr!
Second ATEampt :

B [n..z 12
i january r.h. uaryl, ..

Klat First_field = ’r.nrs:rEE

Xlet Firse _field = Snritr rapvemher |detanbar | *

®ler Nast _fleld = Serscril?:redjwhice]bleel 33z

HOTES

“ige = double guote charecter
‘Hm: 'in_ 1Ta = %ewstr(
073 _¢ omwa_ne

_FF_ut 1 _p.F_u:_'l:_ npl,.-: Vet _Spaces_EebTegn_fmECLts. £t )]

|:|:|:' JBLuE’

= '.".1.!‘..‘!.- ae”

:-Hl:g .

L, TBLUE

- EE l
yoCC whire

The following is the SAS dataset created by importing the above fixed delimited text file into SAS:

e o 2 F3 i Fa i Fm
‘t. CIECE‘\EEH' -, First Field conterts: oo ko some_bog_fields emplies spaces embedded_bogs embedded disns (= "bilue,
2 | JENUARY * Last Figld contents: wG |c some_tio_fislds emplies spaces embedded_tas embadded_dima i
3._ elat containg_bext_gualifying = Satny); o
d | MARCH® Ylet Ad_dlm = Yenrsi{acdC); = BLUE™
5 Slatnum_fields = Ystn(E), EE:
_I_ may, Slel g = ain] W adgak ez WHITE, .
7 “let run_sppanded_method = Sstriyl o
L =Ly | %hat run_trancated_only_swthod = “atr(y): I ""RED
- =]
10 | sepiember First attempt:  %ohed first_feld = Snrsarf[7cfi-Z ) [=a s} BLUE
A1 |OCTOBER Second Allempl: ket Bent_field = *nratr[ % mewary thebruary] increenber dacembar *)): ot “red.”
A2 | WOVEMBER" -—BBa e
13 | DECEMEER ~-gag Ylet last_field = Snrstr[ 7 rediwhieiosd )k [ "blue’.....
14 —— [eee e
18 ~_FEERUARY -] HOTE: «<dg> = double guots charscier (== -] while
16 | marck BT . “letin_file = “nrstr = BLLE"
A7 il eepaE | TCame {1 comma_someliGs_FF_uc_lc LF ue I EmpeyFide_Spaces EmbTiis EwbOLMsicl  |cox
18 L] oo white
18 | JUNE .aaa K T TN RO T U U Y e (2
20 e |RED
A jAasusT | mEm o while

HELPFUL REMINDERS AND OTHER IMPORTANT INFORMATION

e The file_fixing_tool will not work on space-delimited text files and has only been tested on files
containing the six already mentioned delimiters (i.e., comma, caret, colon, semicolon, pipe, and tab).
A workaround for space-delimited files would be to use a command or short script to change every
occurrence of the space character to one of the above delimiters not already existing in your broken

file.

If the delimiter already exists, then your workaround would need to employ a bit of indirection in

terms of first changing every occurrence of your chosen delimiter to a character not existing (i.e., a
non-existing character) in your file and then changing every occurrence of a space character to your
chosen delimiter. Then run the file_fixing_tool and fix your file. Now take the fixed text file and
change every occurrence of your chosen delimiter back to a space character and change every
occurrence of your non-existing character back to your chosen delimiter. You now have a fixed
space-delimited text file.
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While still on the topic of space-delimited text files, it is worth noting that delimited text files that can
be imported using List Input (Base SAS) or Modified List Input (Base SAS), where two consecutive
spaces can mean the end of a field, are not the same as space-delimited text files and need to first be
turned into space-delimited text files (and then use the steps in the above bullet).

If you encounter the “missing semicolon” error, then restart the file_fixing_tool.

Always use the hex value (i.e., \x2C) for the comma character within the following macro variable
values in the everything_macro program:

1. fld_dim
2. first_field
3. last field

Failure to do so will result in a “More positional parameters found than defined” error.

Depending on the length of your first_field and last_field patterns within these macro variables, you
might encounter the following warning:

“WARNING: Your string has more than 262 characters. You might have unbalanced quotation
marks.”

Please ignore this warning if your patterns are longer than 262 characters.

Always remove the header record from the top of your broken delimited text file before running the
file_fixing_tool. After running the file_fixing_tool, reattach the header record to the top of your fixed
delimited text file.

Any use of parentheses within your first_field and last_field patterns must be non-grouping
parentheses such as (?:...). Otherwise, the capture buffer numbering part of the file_fixing_tool's
processing will be destroyed along with your results.

Any use of the “or” operator within your first_field or last_field patterns must be enclosed in non-
grouping parentheses. For example:

(?:A|B[C)

Sometimes broken delimited text files contain categorical data values in the last field where these
data values begin with characters that other shortened data values begin with. For example, the field
might contain the following values: C, CM, CAT, D, DA, DOG.

The pattern containing multiple “or” operators would need to contain the following order:
(?:CM]CAT|C|DOG|DA]D)

IT the “C” in the above pattern occurs before the “CM” or “CAT”,
then only the “C” in “CAT” will get matched for the last field and

the “AT” could get matched to the following record’s first field
depending on your Ffirst_Ffield pattern.

CONCLUSIONS

For the file_fixing_tool to work correctly, your broken, delimited text file must adhere to the 9 rules
contained in this paper’s section “DEFINING A DELIMITED TEXT FILE.”

Knowing which method (appended or truncated-only) to use is important.

If you are able to develop last field and first field patterns that identify and isolate these fields, then use
the appended method. If not, then you can still use the truncated-only method as long as your broken file
contains only truncated records.
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