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ABSTRACT
With ODS DATA Step Object, SAS programmers can turn raw data into production quality reports ready for distribution. The ODS DATA Step Object is a powerful Base SAS feature (available in preproduction for 9.1.3) that is able to generate production-quality PDF reports directly since it provides SAS programmers simultaneous control over report content, layout, and formatting.

This paper tracks the re-creation of a legacy report to a completely automated and scalable SAS report using the ODS DATA Step Object. Macros are used throughout the code to reduce code volume and complexity making code maintainance and modification more palatable.

The code discussed in this paper was developed with SAS 9.1.3-SP4 running under Windows XP Professional-SP2 and was developed specifically for the PDF destination, you may experience some nuances when applying these techniques to other destinations under different systems.
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BACKGROUND
Recently, I was tasked with developing a SAS program to phase out a tedious, error-prone reporting process comprised of transcribing a few key numbers from hundreds of item summary tables to a dozen one-page summary tables. To reduce end-user confusion, the revised reports needed to resemble the current content, layout, and format as much as possible.

Several reporting methods were explored, specifically DATA _NULL_ reporting which allows the conditional use of variables and provides the layout control required, and traditional ODS reporting with both Proc REPORT and Proc TABULATE.

Limitations of these methods were quickly discovered. The key statistics change across subgroups and would span numerous item summary tables, so a single tabulate or report procedure was not sufficient. Since the final report needs to be contained within a single page table in PDF, multiple procedure calls would not be possible. This limitation is overcome with DATA _NULL_ reporting, but the monospace appearance of reports is unacceptable for current reporting needs.

Fortunately, ODS DATA Step Object’s ability to blend the layout control of DATA _NULL_ reporting with the formatting control of traditional ODS meets all current reporting requirements. For more background, see Experimenting with the ODS DATA Step Object (Part I).

EXPLORING REPORTING OPTIONS
The features available via three reporting options were explored for re-creating the manual legacy report:

DATA _NULL_. The familiar DATA Step programming options are available to produce bland, text-only reports. These are very customizable in terms of content and layout, but lack variable-width font, rich-text formatting (colors, weights, decorations), and hyperlinking. In DATA _NULL_ reporting, the programmer has great control over the layout and content of the report if they are willing to accept bland, monospaced format. In fact, the layout of the report is completely dependent upon the use of a monospace font—ever tried to copy and paste SAS output into an email? To meet the PDF requirement, however, we must manually convert the txt file to a PDF—not scalable.

Traditional ODS Wrapping an ODS envelope around existing reporting procedures (typically Proc REPORT or Proc TABULATE) is a quick way to get fair looking reports. These reports make use of variable-width fonts, rich-text formatting, and hyperlinking. The report layout is fairly locked, however, with no more than one procedure contributing to an output table. The two
main reporting procedures have their benefits and limitations; \texttt{Proc REPORT} supports calculated variables but is limited to horizontal layout while \texttt{Proc TABULATE} allows for horizontal and vertical layouts, but not calculated variables.

**ODS DATA Step Object** As its name would suggest, the ODS DATA Step Object is a DATA Step object that blends \texttt{DATA _NULL_} reporting with typical ODS reporting features. The power of the DATA Step provides the programmer with significant control over the layout and content of a report while the ODS allows them with the usual control over typography. In the examples used herein, the ODS DATA Step Object is implemented within a \texttt{DATA _NULL_} data step, but could also be implemented in data steps producing SAS data sets.

<table>
<thead>
<tr>
<th>Feature</th>
<th>\texttt{DATA <em>NULL</em>}</th>
<th>Traditional ODS</th>
<th>ODS DATA Step Object</th>
</tr>
</thead>
<tbody>
<tr>
<td>Variable-width fonts</td>
<td>X</td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Rich-text formatting</td>
<td>X</td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Adjustable layout</td>
<td>X</td>
<td>(\texttt{Proc TABULATE})</td>
<td>X</td>
</tr>
<tr>
<td>Variable content</td>
<td>X</td>
<td>(multiple procs)</td>
<td>X</td>
</tr>
<tr>
<td>Calculated variables</td>
<td>X</td>
<td>(\texttt{Proc REPORT})</td>
<td>X</td>
</tr>
<tr>
<td>Multiple data sources</td>
<td>X</td>
<td>(multiple procs)</td>
<td>X</td>
</tr>
<tr>
<td>Production-quality output</td>
<td></td>
<td></td>
<td>X</td>
</tr>
</tbody>
</table>

**SAMPLE SASHELP.CLASS REPORTS**

I quickly developed four sample reports on the SASHELP.CLASS data set to demonstrate the features and limitations of the three reporting options. The code to produce these sample reports is presented in Listing 4 in the Appendix.

**PREPARING THE DATA**

Rather than the source data directly, the current approach uses several intermediary data sets to construct a summary data set for writing the actual ODS DATA Step Object report. Summarization methods will depend on the structure of the source data and the desired summarization types, this report requires three different summarization types:

- **Top \( n \)** The number of respondents selecting the top \( n \) response options are compared to the total number of respondents to that item. In a 5-point agreement scale, for example, one might collapse the top two or three into a single category.

- **Single** Respondents selecting a pre-chosen response option are compared to the total number of respondents to that item. In a 5-point satisfaction scale, for example, one might want to determine the rate of \textit{Very Dissatisfied} for a particular item.

- **Modal** The most-frequently chosen response option is examined. Since the mode for an item likely changes by subgroup, this will require frequency rates for each response option of interest.

The summary data set for this report consists of too many variables to list (well over 600), but the pattern of variable names and meaning is consistent:
\texttt{var}  The percent for the given subgroup (\texttt{var.1 / var.n}).

\texttt{var.1}  The number of observations with the response of interest for the given subgroup.

\texttt{var.n}  The number of observations with a valid response for the given subgroup.

\texttt{var.cu}  The percent for the population overall (\texttt{var.cu.1 / var.cu.n}).

\texttt{var.cu.1}  The number of observations with the response of interest for the population overall.

\texttt{var.cu.n}  The number of observations with a valid response for the population overall.

There are a handful of rank variables denoted by a proceeding \texttt{r} in the variable name, these are used to generate tables rows in the ODS DATA Step Object report for Top \texttt{n} and \texttt{Modal} summarization variables. These are discussed further below.

**ODS DATA Step Object**

If you look at the ODS DATA Step Object code in Listing 4 (in Appendix), you'll note that there is a fair amount of repetitious code, start row, start cell, format text, close cell, close row, start row . . . :

Listing 1: Repetitive code in ODS DATA Step Object reporting

```plaintext
obj.row_start();
obj.cell_start( inhibit: 'BLR' );
obj.format_text( text: 'Gender', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'BLR', overrides: 'just=right' );
obj.format_text( text: put(sex, $sex.), overrides: 'font_face=arial' );
obj.cell_end();
obj.row_end();

obj.row_start();
obj.cell_start( inhibit: 'BLR' );
obj.format_text( text: 'Age', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'BLR', overrides: 'just=right' );
obj.format_text( text: put(age, 3.), overrides: 'font_face=arial' );
obj.cell_end();
obj.row_end();

obj.row_start();
obj.cell_start( inhibit: 'BLR' );
obj.format_text( text: 'Gender', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'BLR', overrides: 'just=right' );
obj.format_text( text: put(sex, $sex.), overrides: 'font_face=arial' );
obj.cell_end();
obj.row_end();
```

To help tame the volume of coded needed to create the desired report, macros were developed to standardize and isolate code:

Listing 2: Custom ODS DATA Step Object report macros

```plaintext
%let h1 = %str(font=(arial, 14 pt, bold roman));
%let h2 = %str(font=(arial, 12 pt, italic narrow));
%let normal = %str(font=(times, 10 pt, roman));
%let head = %str(font=(arial, 10 pt, bold));
%let stub = %str(font=(arial, 9 pt));
%let cell = %str(font=(arial, 9 pt, narrow));
%let foot = %str(font=(arial, 8 pt, narrow) foreground=silver);
%let warn = %str(font=(arial, 10 pt, bold roman) foreground=red);

%macro textRow(text,indent=0);
  %let indent = %eval(&indent * 2);
  obj.row_start();
  obj.cell_start( inhibit: 'TBLR', overrides: 'cellwidth=5.35in', column_span: 4 );
  obj.format_text( text: "&text", overrides: "&cell leftmargin=&indent em" );
  obj.cell_end();
  obj.row_end();
%mend textRow;

%macro varRow(var, label=%str( ),indent=0);
  %let indent = %eval(&indent * 2);
  %if &label eq %str( ) %then %let label = %vlabel(aos,&var);
  %let stub = %str(TABLE COLUMNS****);
  obj.row_start();
  obj.cell_start( inhibit: 'BLR' );
  obj.format_text( text: "&label", overrides: "&stub leftmargin=&indent em" );
  obj.cell_end();
  obj.row_end();
%mend varRow;
```
The first batch of `%let` statements are just font definitions, similar to styles in most word processors.

The `%textRow` macro generates code needed to produce a row of text in a table with its contents spanning four columns.

The `%varRow` macro generates code needed to produce a row summarizing a particular survey item for the current subgroup and provides an overall reference point.

The `%vlabel` macro simply returns the variable label for use in the DATA step.

After the supporting macros are defined, generating the ODS DATA Step Object report is relatively easy, although very iterative.

Listing 3: The ODS DATA Step Object report

```plaintext
ods escapechar="\"*";
ods listing close;
ods pdf file="ODSDSO_Report.pdf";
ods proclabel='Results from Alumni Outcomes Survey: One Year Out';
data _null_;%mend varRow;
%macro vlabel(dsn,var);
%local dsid vlabel;
%let dsid=%sysfunc(open(&dsn));
%let vlabel=%qsysfunc(varlabel(&dsid,%sysfunc(varnum(&dsid,&var))));
%let dsid=%sysfunc(close(&dsid));
%let vlabel=
%mend vlabel;
%macro vlabel(dsn,var);
%local dsid vlabel;
%let dsid=%sysfunc(open(&dsn));
%let vlabel=%qsysfunc(varlabel(&dsid,%sysfunc(varnum(&dsid,&var))));
%let dsid=%sysfunc(close(&dsid));
%let vlabel=
%mend vlabel;
The first batch of `%let` statements are just font definitions, similar to styles in most word processors.

The `%textRow` macro generates code needed to produce a row of text in a table with its contents spanning four columns.

The `%varRow` macro generates code needed to produce a row summarizing a particular survey item for the current subgroup and provides an overall reference point.

The `%vlabel` macro simply returns the variable label for use in the DATA step.

After the supporting macros are defined, generating the ODS DATA Step Object report is relatively easy, although very iterative.

Listing 3: The ODS DATA Step Object report

```
%varRow(Q6_1, indent=1, label=%str(Full-time));
%modal summary;
if rq7_1f_1 = 1 then do; %varRow(Q7_1f_1, indent=1, label=Top job field: 1); end;
if rq7_1f_2 = 1 then do; %varRow(Q7_1f_2, indent=1, label=Top job field: 2); end;
if rq7_1f_3 = 1 then do; %varRow(Q7_1f_3, indent=1, label=Top job field: 3); end;
if rq7_1f_4 = 1 then do; %varRow(Q7_1f_4, indent=1, label=Top job field: 4); end;
if rq7_1f_5 = 1 then do; %varRow(Q7_1f_5, indent=1, label=Top job field: 5); end;
end;
%modal summary;
if rq8f_1 = 1 then do; %varRow(Q8f_1, indent=1, label=Top job class: 1); end;
if rq8f_2 = 1 then do; %varRow(Q8f_2, indent=1, label=Top job class: 2); end;
if rq8f_3 = 1 then do; %varRow(Q8f_3, indent=1, label=Top job class: 3); end;
if rq8f_4 = 1 then do; %varRow(Q8f_4, indent=1, label=Top job class: 4); end;
if rq8f_5 = 1 then do; %varRow(Q8f_5, indent=1, label=Top job class: 5); end;
end;
%varRow(Q9, indent=1, label=%str(Found job prior to starting their Capella degree));
%varRow(Q11, indent=1, label=%str(Reported annual salary of $50,000 or greater));
%varRow(Q27, indent=1, label=%str(Indicated Capella education prepared them for current job));
%varRow(Q14, indent=1, label=%str());
%modal summary;
if rQ15_1f_1 = 1 then do; %varRow(Q15_1f_1, indent=2, label=Top academic Rank: 1); end;
if rQ15_1f_2 = 1 then do; %varRow(Q15_1f_2, indent=2, label=Top academic Rank: 2); end;
if rQ15_1f_3 = 1 then do; %varRow(Q15_1f_3, indent=2, label=Top academic Rank: 3); end;
if rQ15_1f_4 = 1 then do; %varRow(Q15_1f_4, indent=2, label=Top academic Rank: 4); end;
if rQ15_1f_5 = 1 then do; %varRow(Q15_1f_5, indent=2, label=Top academic Rank: 5); end;
end;
%textRow(%str(Satisfied with aspects of current job)), indent=1);
%modal summary;
if rq17_1 = i then do; %varRow(Q17_1, indent=2); end;
if rq17_2 = i then do; %varRow(Q17_2, indent=2); end;
if rq17_3 = i then do; %varRow(Q17_3, indent=2); end;
if rq17_4 = i then do; %varRow(Q17_4, indent=2); end;
if rq17_5 = i then do; %varRow(Q17_5, indent=2); end;
if rq17_6 = i then do; %varRow(Q17_6, indent=2); end;
end;
%varRow(Q12, indent=1, label=%str(Said their job is Directly or Moderately related to their Capella Degree field));
%varRow(not_Q1, label=Unemployed);
%varRow(Q2_1, indent=1, label=%str(Seeking employment));
%textRow(%str(Since earning their Capella University degree, graduates have)), indent=1);
%modal summary;
if rq25_1 = i then do; %varRow(Q25_1, indent=1); end;
if rq25_2 = i then do; %varRow(Q25_2, indent=1); end;
if rq25_3 = i then do; %varRow(Q25_3, indent=1); end;
if rq25_4 = i then do; %varRow(Q25_4, indent=1); end;
if rq25_5 = i then do; %varRow(Q25_5, indent=1); end;
if rq25_6 = i then do; %varRow(Q25_6, indent=1); end;
if rq25_7 = i then do; %varRow(Q25_7, indent=1); end;
if rq25_8 = i then do; %varRow(Q25_8, indent=1); end;
if rq25_9 = i then do; %varRow(Q25_9, indent=1); end;
if rq25_10= i then do; %varRow(Q25_10, indent=1); end;
if rq25_11= i then do; %varRow(Q25_11, indent=1); end;
if rq25_12= i then do; %varRow(Q25_12, indent=1); end;
if rq25_13= i then do; %varRow(Q25_13, indent=1); end;
if rq25_14= i then do; %varRow(Q25_14, indent=1); end;
if rq25_15= i then do; %varRow(Q25_15, indent=1); end;
end;
Some note on Listing 3, by line:

1-4 Close the listing window to save processor time and set up the PDF destination for output.

8 Declare an ODS output object.

10-26 Add branding and describe the current subgroup and terms of use.

28-29 Set up a gridded layout as specified, then start a new region.

31-45 Start the main table and write out the table header.

48-49 Use the $\%\text{varRow}$ macro to write out two rows of Single summaries with the second being indented one level.

50-56 Write out one row of Modal summary each indented one level.

79 Write out a row of text with a footnote.

81-88 Write out Top two (do i = 1 to 2) summary rows indented two levels.

92-94 Define a set of new variables for output.

138-161 The final row of the table contains the footnotes.

162-163 End the table and layout.

164 Insert page breaks between subgroups.

166-167 Close the PDF destination and re-open the listing window.
LEGACY VS. ODS DATA Step Object REPORT

Below, the old version of the report is presented on the left and the current report is presented on the right. Much of the formatting and layout, and all of the content was carried over with modifications added to make the report easier to understand and navigate.

END MATTER

A NOTE ON RANDOM DATA

In survey research, the data collection phase is distinct from the analysis phase. By the time the first submission is received (and preferably well before this), the analyst should have a good feel for what the data will look like:

- How are survey items represented in the data set?
- How are response options coded?
- How are missing values coded?
- How is item branching represented in the raw data?

These are all questions that an analyst should attempt to answer before results come in. While the survey is being fielded, the analyst can start developing reporting programs facilitated by a good set of random data.

The development data set should resemble the final data set in most meaningful ways, including variable names, variable and response option labels, and valid response ranges. The code for the development data set used for this paper is presented in Listing 5 in the Appendix.

AN ALTERNATIVE APPROACH

While it was not discussed in this paper, it is always worth exploring alternate approaches. In the data summarization, for example, a programmer might create a single intermediate data set consisting of binary variables (akin to OLAP cubes) rather than generating separate data sets for each survey item and then merging them. Aggregations could then be made via PROC SUMMARY with grouping variables listed on the CLASS statement. This would have the added benefit of multi-way aggregations, which is what is most often sought.
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APPENDIX

Listing 4: Simple reports for SASHELP.CLASS

```
proc format;
  value bmi
    /* http://www.cdc.gov/nccdphp/dnpa/bmi/adult_BMI/about_adult_BMI.htm */
    low <-< 18.5 = "underweight"
```
18.5 <- < 25.0 = 'normal'
25.0 -< 30.0 = 'overweight'
30.0 - high = 'obese';
value $pronoun
'F' = 'she' 'M' = 'he';
value $sex
'M' = 'Male' 'F' = 'Female';
run;

******************************************************************************
***** TRADITIONAL DATA NULL REPORTING *****
******************************************************************************;data _null_; file 'data_null.txt';
set sashelp.class end=last;
bmi = weight / (height*height) * 703;
note = catx(' ', 'If', name, 'were an adult,', put(sex, $pronoun.), 'would be', put(bmi,bmi.));
put name / '--------------------'
/ 'Gender' @15 sex $sex.
/ 'Age' @15 age 3.
/ 'Height (in)' @15 height 5.1
/ 'Weight (lb)' @15 weight 5.1
/ 'BMI' @15 bmi 5.2
/ '--------------------'
/ note
///;
run;

******************************************************************************
***** TRADITIONAL ODS REPORTING WITH REPORT *****
******************************************************************************;
ods pdf file='ODS_Report.pdf';
proc report data=sashelp.class nowd;
column name sex age height weight bmi note;
define name / display;
define sex / display format=$sex.;
define age / analysis sum;
define height / analysis sum format=6.2;
define weight / analysis sum format=6.1;
define bmi / computed format=6.2;
define note / computed format=bmi. 'If adult...';
compute bmi;
bmi = weight.sum / (height.sum * height.sum) * 703;
endcomp;
compute note;
note = bmi;
endcomp;
run;
ods pdf close;

******************************************************************************
***** TRADITIONAL ODS REPORTING WITH TABULATE *****
******************************************************************************;
ods pdf file='ODS_Tabulate.pdf' style=journal;
proc tabulate data=class;
class name sex;
format sex $sex.;
var age height weight bmi;
keylabel n=' ' sum=' ';
table name=' '* (sex=' '*f=3. age*f=3. height*f=5.1 weight*f=5.1 bmi*f=5.2 bmi="If adult"*f=bmi.) , all=' ';
run;
ods pdf close;

******************************************************************************
***** ODS DATA STEP OBJECT *****
******************************************************************************;
ods pdf file='ODS_Data_Step_Object.pdf';
ods proclabel='ODS DATA Step Object Example Report';
data _null_; set sashelp.class end=last;
if _n_ = 1 then declare odsout obj(); /* http://www.cdc.gov/nccdphp/dnpa/bmi/adult_BMI/about_adult_BMI.htm */
bmi = weight / (height*height) * 703;
obj.layout_gridded ( width: '4in', height: '2.0in' );
obj.format_text( text: name, overrides: 'font=(helvetica,14 pt,bold)' );
obj.table_start( label: name );
obj.row_start();
obj.cell_start( inhibit: 'BLR' );
obj.format_text( text: 'Gender', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'BLR', overrides: 'just=right' );
obj.format_text( text: put(sex, $sex.), overrides: 'font_face=arial' );
obj.cell_end();
obj.row_end();
obj.row_start();
obj.cell_start( inhibit: 'BLR' );
obj.format_text( text: 'Age', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'BLR', overrides: 'just=right' );
obj.format_text( text: put(age, 3. ), overrides: 'font_face=arial');
obj.cell_end();
obj.row_end();
obj.row_start();
obj.cell_start( inhibit: 'BLR' );
obj.format_text( text: 'Height (in)', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'BLR', overrides: 'just=right' );
obj.format_text( text: put(height,5.1), overrides: 'font_face=arial' );
obj.cell_end();
obj.row_end();
obj.row_start();
obj.cell_start( inhibit: 'BLR' );
obj.format_text( text: 'Weight (lb)', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'BLR', overrides: 'just=right' );
obj.format_text( text: put(weight,5.1), overrides: 'font_face=arial' );
obj.cell_end();
obj.row_end();
obj.row_start();
obj.cell_start( inhibit: 'LR' );
obj.format_text( text: 'BMI', overrides: 'font_face=arial' );
obj.cell_end();
obj.cell_start( inhibit: 'LR', overrides: 'just=right' );
obj.format_text( text: put(bmi,5.2), overrides: 'font_face=arial' );
obj.cell_end();
obj.row_end();
obj.row_start();
obj.format_text( text: catx(' ', 'If', name, ' were an adult, 
    put(sex,$pronoun.), ' would be', put(bmi,bmi.) || '.') , overrides: 'font_face=arial');
obj.layout_end();
*if not last then obj.page(); *force a page break;
run;
ods pdf close;

Listing 5: Generating the Development Data Set

data aos(drop=q qsub);
format id z4. newschool $5. degree $3. specialization $7.;
do id = 1 to 4000;
graddate = intnx('month','01jan2000'd, ceil(ranuni(1)*4*6));
newschool = put(ranuni(2), rand_school.); *assign school;
degree = put(ranuni(3), rand_degree.); *assign degree;
specialization=catx(' ', 'Spec', put(10+ranuni(4)*5, z2.)); *assign specialization;
didSubmit = (ranuni(5) <= 0.75); *response rate;
q=.;
array sub (33) _temporary_ (1,2,1,2,1,2,1,1,4,1,1,1,2,2,4,6,6,1,1,1,4,1,1,15,3,1,1,1,1,1,1,1,1,1);
if didSubmit then
do q = 1 to 33;
do qsub = 1 to sub(q);
     if sub(q) = 1 then item = cats('q', put(q,3.));
         else item = cats('q', put(q,3.), '_', put(qsub,3.));
     if q = 11 then value = ceil(ranuni(6) * 11);
         else value = ceil(ranuni(6) * 5);
     if ranuni(7) < 0.05 then value = .; *randomly set 5% to missing;
     output;
10
end;
end;
else do;
    item = 'q1';
    value = .;
    output;
end;
end;
format item $6. graddate yyq6. newschool degree $4.;
run;

proc transpose data=aos out=aos(drop=_NAME_);
    by id;
    id item;
    var value;
    copy newschool degree specialization didsubmit graddate;
run;

data aos(label='Fake AOS data');
    set aos;
    format q4_1 q5 q5_1 q8 q15_1 options.;
    by id;
    if first.id;