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ABSTRACT

Two of the arguments for object-oriented programming are: 1) The distinction between data and the functions that control data is largely an artificial one, and 2) The real-world is not static, so neither should the programs that attempt to manage it be static. While an object-oriented base language is not available, we can still make use of this object-oriented philosophy.

Using a limited amount of macro language programming, we moved a great deal of our programming logic into data sets. This may seem to be an unnecessary level of complexity at first glance but especially for dynamic applications, the benefits of this approach will become clear. We use clinical laboratory reporting in a pharmaceutical research environment as an example. This environment is constantly changing, with the introduction of new assays, equipment, units and accuracy. Any program that is entrusted to manage this environment must be as active as its real-world counterpart. This paper explores the data driven programming we used to manage this dynamic environment.

INTRODUCTION

The pharmaceutical industry is closely supervised by the Food and Drug Administration (FDA). The FDA would like to see all computer applications go through a rigorous validation protocol. This approach is only practical when applications reach a final, fixed state. Unfortunately for programmers in the pharmaceutical industry, this environment is one that is unusually difficult to standardize. Programs are rarely developed for more than a few clinical studies, and no two studies are exactly alike. This creates an environment where application programmers are constantly programming "exceptions" into an otherwise standard application.

To address the conflict between regulatory requirements for validation, and increasing efficiency in development, we separated the dynamic programming information from the otherwise fixed information. All of the variable information extracted was stored in data sets, which are, after all, designed to manage variable information. These data sets are integrated into the application through corresponding macros.

To implement this approach, we separated the application into logical operations. For each of these logical operations, we created an object consisting of a macro, and one or more data sets, that were designed to work together (see figure 1). We applied this approach to the re-development of an existing application. This application is generically referred to as "The Lab Macros," and manages all aspects of lab data analysis and reporting. It does not, however, involve itself with the data collection or database building process. Using the re-development of this application as an example is useful for two reasons: 1) having the application already programmed allows us to concentrate on implementing the new approach while being able to compare and contrast with the previous version and 2) the environment is replete with examples of the dynamic environment this paper addresses.

Within this paper, we illustrate the technique of storing program-dependent variable data in data set/macro objects. We will also illustrate the advantages gained by using such an approach. Some of these advantages include:

- Maintenance of the application is simplified
- Tracking of modifications is simplified
- Reporting and analysis of parameters is available
- No need to modify source code for enhancements
- Application enhancement is more tightly controlled
- Internal consistency verification is possible
- The object database facilitates user inquiry/reporting
- Objects can be shared with other applications

Figure 1: Data Flow in New Version of the Lab application
While the pharmaceutical industry is most profoundly affected by the validation requirements imposed by the FDA, that drove the development of this approach, many other industries may feel similar or identical pressures within their own environments, and therefore may be able to apply the concepts illustrated here in their own applications.

ASSAYS AND THEIR UNITS

Assays are the fundamental objects in a laboratory analysis. They may include anything from the percentage of whole blood that consists of red cells, to the amount of nitrogen in the urine, to the presence or absence of antibodies, and any combination of dozens of other useful analysis quantities. Each of these assays may be represented in one of many choices of units appropriate to that test, and each of these units has a mathematical relationship to the other units in its family.

During the re-development of the Lab Macro system, we identified three logical processes necessary to identify each assay and its units. These processes are 1) identifying the preferred assay name, 2) identifying the assay to which the preferred name refers, and 3) identifying the preferred unit name. It is interesting to note that the processes we defined actually mimic the processes that go on in our own minds, if we were to perform this task manually. The first two processes answer the question “What variable name is this, and what test is it referring to”, whereas the last answers the question “Can these units be represented more simply?”

In the current environment, the data is stored in tables where each assay’s results are recorded in its own variable. After transposing this data, each assay has its own unique 8-character identifier—the variable name. Unfortunately, collecting data from more than one testing facility has often given us more than one 8-character name for the same test (see figure 1.1). This creates an environment where there may be more than one name for the same test. These names are effectively synonyms of one another.

Figure 1.1: Old approach to synonyms

```
PROC FORMAT;
VALUE NAME ‘NAME’ = ’Hemoglobin’;
’DNA’ = ’Urine sodium’;
’ONAN’ = ’Urine sodium’;
’UKP’ = ’Urine potassium’;
’UKN’ = ’Urine potassium’;
’Rh’ = ’Potassium plasma’;
’sRGN’ = ’Reticulo’;
’STI’ = ’STII’;
’AFB’ = ’Observe appearance’;
’SCIA’ = ’Observe appearance’;
.
```

In the original application each new name was treated as a separate test, even if it was simply another name for a test that has already been defined. Although the application does not have any problems processing data that use more than one 8-letter identifier for the same test, the application does fail to identify and report identical tests as being identical. The identification of identical tests is critical when using the data to compare across multiple drugs, studies, or even patients. In the past, if two studies are to be compared, a programmer would have to edit the structure of the data set, according to their best judgement as to which tests were or were not synonyms of one another. Comparisons between the conversion factors of similar units would require the programmer to examine the source code, and produce the report by hand.

To be able to address the problem of various names for the same test, we have implemented a “test-name thesaurus,” (see figure 1.2) which contains simply the “preferred name” of the test, and a list of synonyms that have been used in the past to identify that test. This gives us the flexibility to allow for any field name the user chooses, while giving us a facility to easily report a complete list of assumed equivalent names. Any names which are new to the system need only be added as a synonym to a previous name, or added as a new name itself, although the latter parallels a number of other modifications that are appropriate to a new assay. This thesaurus data set is implemented with the same macro that is used for the unit thesaurus (see figure 1.3). The data set and the macro, as a pair, make up the “Variable Thesaurus” object, as described above.

Figure 1.2: Object Method, Variable Thesaurus Data set

```
obs name synonym name
20 APPEAR UAPPEAR
129 LMNRO LMNRO
131 LMNRO LMNRO
178 SIAPF UAPPEAR
218 CFAPR UAPPEAR
216 UCYCLOR UCYCLOR
177 ULOOK ULOOK
215 UCYCLOR UCYCLOR
.
```

Figure 1.3: Object Method, Thesaurus Macro

```
proc sort data=dat;
by var;
```

In the original application each new name was treated as a separate test, even if it was simply another name for a test that has already been defined. Although the application does not have any problems processing data that use more than one 8-letter identifier for the same test, the application does fail to identify and report identical tests as being identical. The identification of identical tests is critical when using the data to compare across multiple drugs, studies, or even patients. In the past, if two studies are to be compared, a programmer would have to edit the structure of the data set, according to their best judgement as to which tests were or were not synonyms of one another. Comparisons between the conversion factors of similar units would require the programmer to examine the source code, and produce the report by hand.

To be able to address the problem of various names for the same test, we have implemented a “test-name thesaurus,” (see figure 1.2) which contains simply the “preferred name” of the test, and a list of synonyms that have been used in the past to identify that test. This gives us the flexibility to allow for any field name the user chooses, while giving us a facility to easily report a complete list of assumed equivalent names. Any names which are new to the system need only be added as a synonym to a previous name, or added as a new name itself, although the latter parallels a number of other modifications that are appropriate to a new assay. This thesaurus data set is implemented with the same macro that is used for the unit thesaurus (see figure 1.3). The data set and the macro, as a pair, make up the “Variable Thesaurus” object, as described above.

Once a variable has been converted to its preferred name, it makes identification easier. In fact, the implementation of the thesaurus allows each assay name to "inherit" the properties of its preferred name. Identification of a test supplies us with information about the variable (see figure 1.4). This information includes the variable’s type; character or numeric (VARTYPE), and the variable’s domain, whether it is a categorical variable, or continuous variable (CATEG). It also supplies the tests’ preferred Conventional and SI units (CONVPREF and SI respectively), and finally, its descriptive label (LABEL).

```
proc sort data=dat;
by var;
```
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Just as there are a number of names given to each assay, there are also a number of synonyms for each unit assigned to a particular test. For example, mmol/L is synonymous in meaning to mmol/mL, and mmol/mm$^3$. For simplicity in conversion factors and clinical significance checking (shown below), we have also implemented a "unit thesaurus" (see figure 1.6) which will map any of an assortment of units to their "preferred" equivalent. In our implementation, we use SI units (Système International d’Unités) as a standard, but any conversion is possible.

As we found with the synonyms in the variable names, the old version of the program makes no effort to distinguish between various names for the same units. The synonyms for units were only addressed at the point that the conversions were made (see lines 2-5 in figure 2.1, and lines 4 and 5 in Figure 3.1).

In the new version of the program, we also implemented a unit thesaurus which contained a list of the synonyms for any given unit that has been encountered in the past.

The unit thesaurus data set is implemented into the application through the use of the %PREFER macro, the same macro that was used to implement the variable name thesaurus. Again, it is interesting to note that because the processes are largely identical, we are able to use exactly the same programming code to implement these two different processes. We would equate this with the concept of two different instances of the same object--same logical process, different data.

**CONVERSION FACTORS**

The ability to convert a lab test’s value to a different set of units was one of the most complex and most difficult to maintain features of the original version of the Lab Macros. Each test had its own set of valid "original" units and "destination" units, with the appropriate conversion factor for each, and because these units were needed for various sections of the application, the conversion routines were often repeated in different locations throughout the code.

In our implementation, we separated the unit conversions into two groups: 1) those that depended on the actual test being converted, and 2) those that were independent of the test being converted. An example of the first type is converting mmol/mL to g/L, where the number of grams depends on the molecular weight of the substance being measured. An example of the second type is converting mg/dL to g/L, for which a fixed conversion factor can be identified for any substance, namely 0.01.

These two conversion types are stored in two separate databases (see figures 2.2 and 2.3). Once the conversion information is stored in data sets, the programming that is required to perform the conversion from any given set of units to another set is reduced to a few dozen lines (see figure 2.4). This is in sharp contrast to the 5,464 lines of code required for unit conversion in the old system (example 2.1 presents only the unit conversion for white blood cell count, and only to SI units).

In the interest of database integrity, the two conversion tables are actually generated from a master table of conversion factors in one direction. This master table is then separated into the two tables above, and each observation conversion factor is reversed, so that units can be converted in both directions (observations 8 and 6 in Figure 2.3 are generated by a single observation in the master table). Although the master conversion factor database is not an integral part of the lab application, we reference it to illustrate the level of control that can be gained by maintaining application information in data sets.
The conversion factor database is where the object-oriented code really begins to demonstrate its effectiveness. Whereas the original application had various conversion factors repeated numerous times across many sections of the application, and dozens of separate assays, the new application records each conversion factor only once, in the CONVERT macro.

Any time a user needs to convert from one set of units to another, even outside the Lab application, they may make use of the CONVERT object that the data sets and the macro create.

The advantages to this implementation are extensive. Any corrections to a particular factor can be made in one place, and will automatically be propagated throughout the application. Any additions to the conversion factor database can be made in the data sets, requiring no modification of the application code, which, more importantly, keeps the application from having to be re-validated. Furthermore, for those conversion factors that are independent of the tests that they convert, the application has a certain "learning" ability regarding these conversion factors: i.e., once the application has been trained to convert between two units on one test, it will be able to apply the same rule to any other test that requires the same conversion.

CLINICAL SIGNIFICANCE GUIDELINES

At Parke-Davis, as is probably the case at many pharmaceutical research organizations, the study authors, reviewers, and medical writers have a list of assay results that are of particular interest. These conditions are identified as having "clinical significance." Examples of clinical significance guidelines include: "any value of creatinine clearance that represents a 20% increase over baseline," or "any value of urine sodium which is 30% below normal values." In the original system, this task was achieved by a series of conditional DO; END; blocks. These blocks included any conditions regarding these conversion factors; i.e., once the application has been trained to convert between two units on one test, it will be able to apply the same rule to any other test that requires the same conversion.
Putting the tests for clinical significance into a separate data set proved one of the more ambiguous cases we faced in this project. While we could certainly put all the values, operators, comparisons, and variables into tables in a table which, in tum, could be assembled into conditional expressions by the macro generator, we would not gain much, if anything, in simplicity. There was, however, enough redundancy to try to move some of the evaluation expressions into data sets. The compromise we came to was to develop a data set of conditional expressions, which we could refer to by name, and use the standard table we developed. Therefore, none of the nine types of comparisons currently defined are appropriate for newly created definitions of clinically significant. Fortunately, this is of marginal concern, as clinical significance definitions rarely change, and, of the 30 tests stored in data sets, 66% of the definitions.

In our implementation, we simplified the clinical significance guidelines into nine "conditional functions" (see SELECT statement at the bottom half of figure 3.3). Each of these functions may employ between one and three bounds of comparison (P1-P3). It is these bounding values, as well as the assay itself, which we store in the database, with one record representing one clinical significance check.

The improvement that this approach holds over the original program is largely a result of the unit conversion and thesaurus objects. All unit conversions are done by this single thesaurus object, and use the standard table we developed. Therefore, any changes made to the thesaurus objects will be echoed in the clinical significance tests.

CONCLUSION:

Because the environment in which our applications are to survive is constantly changing, we must develop applications that can adapt to these changes. Although it is unrealistic to try to anticipate every possible event, we can develop our applications in a way that minimizes the amount of effort it takes to "update" the application. In the application environment, one approach is to remove all of the theoretically changeable values, and store them in data sets. Wherever the programmer codes a fixed value, either character or numeric, it should be examined with suspicion: "Is this value a universal constant, unchanging across the depths of space and time," or, more likely, is it a value that might be more appropriately stored in a database to be easily reported, documented, updated, and tracked.

The extraction of this information from the application, storing it in data sets, and creating the macros that would allow...
these data sets to interact with the application, created logical objects. These objects had many of the properties that an object in an object-oriented programming language may have. Although it may not have some of the more technical features of a true object, we do find the spirit of object-oriented programming in each of the modules. Features such as reusability and data integrity are clearly visible in our objects.

Besides the features of the objects themselves, the implementation of the object approach greatly simplified each task involved in the processing of clinical laboratory data. In every case, the number of lines of programming dropped considerably when implementing the object approach (see Figure 4). Furthermore, in all but one case, the amount of code and data in the objects combined was less than number of lines of source code that was required by the old system to accomplish the same task. In fact, the objects developed for the new application are generally equipped with greater functionality than their non-object counterparts, despite their smaller size. Although the number of lines of code is not an accurate measure of the quality of an application, an average code reduction of 94% goes a long way toward the goal of "keeping it simple."

By analogy, one could think of an application as a data-processing machine, and these objects seen as the controls of this "machine." These controls can modify the operation of the application by changing or adding data to the data sets that make up these controls. By taking the time to build these controls into the application, we can make common modifications to the machine without having to re-build it.
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Figure 4: Comparison of complexity of Old System vs. Object-Oriented Approach