ABSTRACT

With Screen Control Language (SCL) of Version 6 of the SAS® System, the power of the FSEDIT procedure has gained a new perspective. This paper covers cross validation of variable values, customization of messages that can be provided to the end-user, double-entry availability, and the use of CALL DISPLAY for integration with the SAS/AF® software.

INTRODUCTION

The Version 6 of the SAS System release of PROC FSEDIT provides many new features that make data entry and validation much easier. Additional prompts can be provided for users, double data entry and cross validation of values are available, and CALL DISPLAY can be used to interface with the SAS/AF software. Through a series of small examples, this paper illustrates how simply you can write screen control language programs that will perform these functions and facilitate data entry tasks.

Screen Control Language

Screen Control Language (SCL) is introduced in Release 6.03 of the SAS System version of PROC FSEDIT. It is a programming language that provides statements and functions that allow you to control the flow of your application. It takes input from your FSEDIT screen and allows you to execute based on that input. You can direct what SCL code will execute through the use of reserved labels. These labels are FSEINIT, INIT, MAIN, TERM, and FSETERM.

FSEINIT is executed when the FSEDIT Procedure is invoked prior to display of the FSEDIT screen. This section is used to initialize variables, open data sets, bring in values from macro variables, and so on.

INIT is executed each time an observation is read. It can be used to initialize variables and display messages.

The MAIN section is executed each time a field is modified and the ENTER key pressed, or an observation is added. PROC FSEDIT then validates values entered by the users and, if no errors exist, executes statements within the MAIN LABEL. Existing errors must be corrected before MAIN will execute.

TERM is executed when an observation is exited or the FSEDIT session is ended. Secondary data sets that are being used can be closed in this section.

SCL statements within the FSETERM label are executed when the END command is used to exit the FSEDIT session. In this section, data sets can be closed and macro variables referenced to save values for a subsequent session.

Applications

To begin creating your FSEDIT application, specify the data set you will be using on the PROC FSEDIT statement. If you want to take advantage of the screen control language or save your modified FSEDIT screen, you also specify a SCREEN name on the FSEDIT statement. For example:

```
PROC FSEDIT DATA=MY. DATA SCREEN=MY. ENTER;
```

To modify the screen and create SCL code, type MOD or MODIFY on the command line of your FSEDIT screen. This command accesses the FSEDIT Modification Menu, where option 2 allows you to update your display screen and option 3 permits creation of SCL statements to control execution during your session. Other options are available for assigning special attributes to fields and specifying general information about the session, including default colors for the window, value to be used for autosave, a modify password, and so on.

Assuming that you have modified your FSEDIT screen and now want to enhance your application by providing some feedback to your user, enter option 3 of the FSEDIT Modification Menu to "Edit Program Statements and Compile". Customized messages are now available through the use of an SCL system variable, _MSG_, so begin our SCL example as follows:

```
FSEDIT:
"WSCL = 'Welcome to the Employee Information System';
return;

INIT:
return;

MAIN:
return;

TERM:
return;

FSETERM:
return;
```

The customized message is nice, but suppose that you would like to be able to bring in some information from another data set to cross-validate data entered on your FSEDIT screen and provide informative messages. You would then need to take advantage of some of the SCL functions that open data sets and locate and return variable names and values.

In the next example, a secondary data set is accessed to provide more information about the employee whose unique code number you enter on your FSEDIT screen. For illustration purposes, our current data set (the one we are viewing with PROC FSEDIT) has the employee name, code, address, and phone number. Another SAS data set contains variables whose values are employee code, years of education, years of tenure with the company, and the department the employee works in. If the employee code typed is invalid, a message is issued and the field is highlighted in error. If a valid code is provided, information about the employee name, address, and phone number are displayed on the screen, along with a message noting the employee name.

A short description of the functions used will help clarify the example. The OPEN function opens the SAS data set; "U" or "I" can be specified to indicate the UPDATE or INPUT mode. VARNUM returns the number of the variable in the data set (and can be used to ensure the variable exists in the data set). CALL WDEF is used to realize the window so a legend can be written at the top. MODIFIED indicates whether a field has been updated. The LOCATEC function locates a specific character value in the data set. There is a counterpart LOCATEN function available if the value you wish to search is numeric. An error flag is set for the field with ERRORON. GETVARN fetches the value of a specific character variable from the current observation. It also has a counterpart function, GETVARN, for fetching a numeric variable.

Applications

To begin creating your FSEDIT application, specify the data set you will be using on the PROC FSEDIT statement. If you want to take advantage of the screen control language or save your modified FSEDIT screen, you also specify a SCREEN name on the FSEDIT statement. For example:

```
PROC FSEDIT DATA=MY. DATA SCREEN=MY. ENTER;
```
value. Many of the functions return values that are useful as arguments to other functions. CALL CLOSE is used to close the data set.

```plaintext
PROC FSPRINT is invoked to provide a list of the variable values in the data set. A legend has been added to notify the user that he can type a question mark to receive a listing of the data set. An additional step can provide a list of employee codes if valid codes are unknown. With a few additional statements, requested when the user types a question mark in the employee code field, an original data set, the following code would be used to validate the data set.

```
CONCLUSION

These examples illustrate some of the enhancements available to PROC FSEDIT applications through the use of the screen control language. Many other SCL functions exist that provide you the opportunity to deal more positively and efficiently with customization of full-screen applications.

SAS, SAS/AF, and SAS/FSP are registered trademarks of SAS Institute Inc., Cary, NC, USA.