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ABSTRACT

In today's instant information society, we want to know the most up-to-date information about everything,
including what is happening with our favorite sports teams. In this paper, we explore some of the readily
available sources of live sports data and look at how SAS® technologies, including SAS® Event Stream
Processing and SAS® Visual Analytics, can be used to collect, store, process, and analyze the streamed
data. A bibliography of sports data websites that are used in this paper is included, with emphasis on the
free sources.

INTRODUCTION

Vast amounts of live data are being produced today: by automobiles, refrigerators, medical monitors,
space based telescopes, ESPN and Twitter feeds, to mention a few. Much of this data is not only
captured, it is also collected, and recently surfaced through various live data feeds for analysis and
interpretation. The task for technologists today is to determine how to use these data feeds to make
better sense of the world by looking for meaning and trends in this firehose stream of data.

Figure 1. Real-Time Data Sources

Increasingly, these live data sources are finding their way to the internet, and are accessible to the public
via a variety of different application programming interfaces (APIs). Using these APIs, we can access
data in real or near-real time. The challenge becomes finding a way to process this volume of data so
that meaningful and actionable information can be extracted.



Figure 2. Analysis of Live Data Streams (Sports, Weather, Stocks)

In this paper | will explore one solution to this problem by applying a set of software tools now available
from SAS Institute. It involves integrating several software offerings from SAS Institute with open source
application development tools. To make the process fun, the project applies the software and techniques
to live streaming data from a sports data website. The techniques used in this paper can be applied to
any other data that is available from a website via an HTTP request.

STREAMING DATA AND THE INTERNET

A variety of techniques have been used during the lifetime of the Internet to serve up data for
consumption by client applications. Generally these techniques fall into either Push or Pull technology.
As the names imply, they differ by whether the data is pushed out to the client through a persistent
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connection between the client and server, or the data is pulled from the server by a client-initiated
request. The push technique can also be simulated with multiple pull requests. Data is pulled down on a
regular basis by generating repeated requests from the client application to the server. In this project, we
will use the pull technique to stream data.

The data streamed from these sources is typically formatted in one of two ways, Extensible Markup
Language (XML) or JavaScript Object Notation (JSON). Most streaming data websites today support
both formats for data. While both formats will transfer the same data, each has pros and cons.
Generally, XML is more easily read and understood by humans, while JSON is considered the “fat-free”
format, requiring less overhead to transfer the same amount of data.

Extensible Markup Language (XML)

<#aml versien="1.0" enceding="UTF-2"7=

<Fxml-stylesheet type="text>s|" charset="UTF-8" href="/s/t/basketball/pbp-v3.0usl"?

<I- Generation started @ 2017-01-31 20:52:09 +0000 >

<game xminz="http://feed elasticstats.com;sc ball/pbp-vZ.0.3ed" id="c299129
T85-404c-9428-4e3dd5ab7d32" status="closed" coverage="full" neutral_site="false"

JavaScript Object Notation (JSON)

™" c2ee125f-TIE5-4040-24 25

2£3dd5ab7d52", "status™:"dosed”, "coverage”"full”, "neutral_site"false, "schedule 472014701
O7T20:00:00+00:007, "conferance_game":true, "sttendance™ 5145, "lea d_changes":15,"timas_tied":7,"possassi
on_amow™ " dcf5c2e7-c227-40 20-2f26-71 545f85 84127, "d ock™:"00:00", "hal f*:2, "home " :{"name": " Fighting
Irizh”,"market’"Notre Dame”,"id" " B0S62f05-8821-48b8-Bef0-

home_team="80362f03-8821-48b6-Bcf0-Dcf0eea56aad"” away_team="dcf5c2e7-c227-4c20-
af26-715d5f853412" scheduled="2017-01-07T20:00:00+00:00" conference_game="true"
attendance="3143"|ead_changes="15"times_tied="7" possession_arrow="dcf5c2e7-c227-
4c20-af26-715d5fB58412" clock="00:00" half="2">
<scoring>

<home name="Fighting Irish” market="Notre Dame"id="80862f05-8821-48b6-Bcf0-
OcfD points="75"r ining_timeouts="1">

<away name="Tigers" market="Clemson" id="dcf5c2e7-c227-4c20-af26-7 15d5fB55412"
points="70" bonus="true" remaining_timeouts="1"/>

Ocfoezassaas’, "points" 175, "rank”:23, "remaining_tmeouts™:1},"away " "name": Tigars", "market":"Clamson”,
"I defSc227-c227-4020-3125-

T15d5f8594127, "points™ 70, "rank
£22E52-2200-475F-FaE5-C42e

"bonus”:true,"remaining_timeouts™:1},"periods™: [ {"type™ " half*,"id":"80
number®:1,"sequence”:1, "scoring™:"home”:{* name":*Fighting

=" Tigess®, "market™ "Clemson®, “id - "defS c267-c 227402 0-af26-
+"54726543-00bd-45 be-a1de-

575TEadleadc”,”
O7T20:05:58+00:007,
possession)”, "atribution™

nt_type":"opentip”,"clock™:"20:00", "update 4":2017- 01-
i idy Dt vs Martinas Geben [Avry Holmes gaing
rs”,"market”:"Clemson”, "id":" dcf5c 287-C22 7-4020-3f26-

<fscoring» 715d5f353412", "team_basket”:"left"), location™:{"coord_x":555, "coord _y™:283), "possession”:["name " "Tigers
<half id="80e2e852-e29b-478f-3a65-c42efc319fe 1" number="1" sequence="1"> * "market”:"Clamson”, i " dcf5c287 2 27-4020-3F26-715 d5FES S 127}
<scorings

<home name="Fighting Irish” market="Motre Dame" id="80362f03-882 1-48b&-3cf0-
OcfleeaSGaal” points="33"/>
<away name="Tigers" market="Clemson" id="dcf5c2e7-c227-4c20-af26-715d5fE55412"
points="40"/>
<fscorings
<events®
<event id="5d7ab64a-d0bd-43h5-a1de-67578a41eadc" svent_type="opentip”
clock="20:00" updated="2017-01-07T20:05.58+00:00"=
<=description=Sidy Djitte vs. Martinas Geben [Avry Holmes gains
possession)s/description=
<attributicn name="Tigers" market="Clemson” id="dcf5c2e7-c227-4c20-af26-
715d5f853412" team_basket="left"f>
<location coord_x="555" coord_y="293"/=
<possession name="Tigers" market="Clemson" id="dcf5c2e7-c227-4c20-af26-
715d5f853412">
<lavents

Figure 4. Extensible Markup Language (XML) vs JavaScript Object Notation (JSON)

Different tools are used to parse the XML and JSON formats, so typically an application is written to
process one format or the other, not a mix of both formats.

When using the pull technology to initiate transfer of a data stream, an application is needed to format
and submit a request for the data from the source website. This application can be written in a variety of
programming languages depending on the type of application requesting the data and what the
disposition of the data will be when it is received. In the case of a web application, JavaScript or the .Net
framework can accomplish this task. If the data is being processed for storage or used outside of a
website, then other options are available for requesting and processing the data. Command line
interfaces like curl and programming languages like Python or Ruby can be used to issue requests for
data, as well as receive and process the data stream. These tools can fully process the data stream, or
serve as an intermediate step, passing the data stream along to other applications for further processing.
The latter is the technique that will be described in this paper.

PROJECT DETAILS

As a member of the Customer Experience Testing team at SAS Institute, | am always looking for
interesting projects that will allow me to use our software like our customers do to test the functionality
and usability of the SAS software and documentation. Having an interest in sports, and being tasked with
testing SAS Event Stream Processing software, | decided to attempt to find a source of real-time, live
data from sports events and devise a way to use Event Stream Processing to process this data. SAS
Event Stream Processing has a component which allows data to be streamed into a SAS® LASR™



Analytic Server, from where it can be consumed by SAS Visual Analytics applications.

STREAMING SPORTS DATA

The first challenge was to locate a source for the data. | wanted access to a variety of sports. The data
needed to be very detailed so as to provide both large volumes for robust testing as well as interesting
data for generating reports. To fully test the capabilities of SAS Event Stream Processing, the data
needed to be available in real-time or near real-time, in a streaming format. Many websites are available
that meet some of those requirements, but few that meet all three. After completing a search of the web |
found a website that met these criteria. The website provides data on over 40 sports around the world at
both the professional and collegiate level. The data is streamed live when the event is being played, and
can be streamed from their data archives afterwards. This one solution allows access to both live and
archived data. | decided to focus on data from the college level for NCAA basketball games.

SAS EVENT STREAM PROCESSING

The central component of the project is the SAS Event Stream Processing software. Event Stream
Processing collects streaming data from source feeds, can perform real-time analysis on the data to
identify important events, and send out notifications if the events require action. It also allows storage of
the streaming data in a variety of formats, in raw or aggregated form.
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Figure 5. SAS Event Stream Processing




SAS Event Stream Processing projects run inside of a server engine. The engine manages interactions
with the incoming events, and pushes results out to subscriber processes.
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Figure 6. Event Stream Processing Components

Running inside the engine are the processes that receive, process, and transform the incoming events.
These processes are called “Continuous Queries” and are organized into groups by a collection object

called a “Project”. The incoming stream of events is injected into the continuous query using one of the
SAS developed “adapters” or by a custom application which uses the SAS provided Publish/Subscribe

application programing interface (API). Output from the continuous query can be passed to subscribing
applications through the same set of adapters.

DATA FLOW

Applying this architecture to the specific problem we are tackling here, data is streamed from the website
into a custom adapter written in Python. The adapter manages interactions between the website and the
continuous query running in the Event Stream Processing engine. Additional windows in the continuous
query will modify the data and send alerts on specific events as they occur. Then the data is passed to
an Event Stream Processing adapter which loads the data into a SAS LASR Analytic server table. The
LASR server is an in-memory data store that is read by SAS Visual Analytics to analyze and report on the
data. In addition, another Event Stream Processing adapter archives the data to SAS datasets
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Figure 7. Project Data Flow



STREAM DATA FORMAT

To initiate the data stream from the website, an HTTP request must be sent to a website URL requesting
the specific data that is desired. For example, to request play-by-play data for a specific NCAA basketball
game, the HTTP request is formatted:

http://<sports website URL>/<API call>/<request>.Jjson

The game ID and the desired format, along with the user’s access key is sent to the website. Because
the request specified JSON format, this request results are streamed back in that format. A specific
organizational structure or schema is used for the play-by-play data stream. We can choose all or just
parts of this data as we continue the downstream processing of the data.

HTTP REQUESTS TO WEBSITE API

To manage the requests for data, to perform error handling in the communications path, and to inject the

data stream into the Event Stream Processing engine, | developed a custom Event Stream Processing

adapter written in Python. The adapter issues a request for the data and receives the streamed events:
f = urllib.request.urlopen ("http://<sports-website-api>/games/<game-

id>/pbp.Jjson?api key=<api key>")
json_string = f.read().decode('utf8')

The program parses the data stream, identifying the information on the individual plays, and then formats
the elements of the stream that are going to be used downstream. These elements are formatted into a
message which is inserted into the Event Stream Processing engine:

pbpurl='http://<esp server>:<port>/SASESP/windows/SportsRadar NCAAM Game PBP/CQ NCAAM/Source PBP/
state?value=injected’

headers = {'Content-Type': 'application/xml'}

<.. Logic to extract data elements from JSON string ..>

requests.put (pbpurl, data=str('"''

<events>
<event>
<opcode>p</opcode>
<id key='true'>''' + event id + U</ id>
<a_seq num>'"' + str(seq_num) + '''</a seq num>
<period type>'"" + period type + '"''</period type>
<period number>''' + str(period number) + '"''</period number>
<event type>'"'' + event type + '''</event type>
<event description>''' + event description + '''</event description>
<event x coord>""" + str(event x coord) + '''</event x coord>
<event y coord>""" + str(event y coord) + '''</event y coord>
<stat type>"'"' + stat_type + '''</stat type>
<stat team market>''' + stat team market + '''</stat team market>
<stat player name>''' + stat player name + '''</stat player name>
</event>
</events>''"'), headers=headers)

Wrapped around this message is additional code that will resend the request to the website on a periodic
basis. While the game is in progress, this stream will be updated as new plays are completed to give up-
to-date game status.



PROCESSING DATA STREAM USING SAS EVENT STREAM PROCESSING®

When the data is injected into the Event Stream Processing engine, it is processed by the continuous
query designated in the adapter program. An element of the query called a “source” window receives the
data stream. In the source window (Figure 8 - Source_PBP), a schema is defined which matches the
format of the incoming transactions.

v Schema
+ 1
CQ_NCAAM MName Type Key
E Source_PBP 0O |id String - L
[File 2nd Socket) play_by_o O a_seq_num Int32 v Oo
O period_type String - 0o
O period_number Int32 v Oo
O event_type String - ‘:::‘ o
(] event_description String - Qo

[0 Automatically generate the key field

w Retention Policy

Figure 8. Source Window for data stream

From the source window, the data stream can be passed to a variety of windows to process the data
stream. These windows can send email alerts, execute simple and complex statistics on the stream in
real time, and perform data management functions including joins and filters.

NCAAM_Schedule_and_PBP
CQ_SCHED
g Source_Sched Elu GameAlerts
[E] 0]
#'_.' CountGames
=l O
g SourcePbP ? ACCGames
O

Figure 8. Continuous Query Processing Windows



The next step in the process is to pass the data stream out of the continuous query window to a data
store. The data stores chosen for this project were SAS datasets and the SAS LASR Analytic Server.
The LASR server is an in-memory data store which supports the SAS Visual Analytics suite of
applications. Using the data we store in the LASR server, we can use Visual Analytics to create reports
and explore the data. To load the data into the LASR server, we will use Event Stream Processing’s
LASR Analytic Server Adapter. It subscribes to the data stream from the continuous window, and pushes
the data into the LASR server. It is invoked by a command line script which defines the source stream as
well as the target LASR server:

SDFESP_HOME/bin/dfesp lasr adapter -k sub -h
"dfESP://<esp_server>:<port>/SportsRadar NCAFF PBP/CQ PBP/Source PBP/?snapshot=false" -H
<LASR Server>:<port> -t hps.streaming -X SDFESP HOME/bin/tklasrkey.sh -n true -a 5 -A 5

As new data is streamed into SAS Event Stream Processing during a game in progress, the content of
the LASR server will be updated with new plays from the game. This data will then be reflected in the
reports and explorations of SAS Visual Analytics. To archive the data, we use the Event Stream
Processing Data Set Adapter to write the data stream out to a SAS dataset. We can then use this data to
re-load the LASR server without having to query the website again for the data.

REPORTING WITH SAS VISUAL ANALYTICS

SAS Visual Analytics is a reporting product built to allow reporting and analysis on large volumes of data
very quickly. In this project, we want to be able to see the progress of a game reflected in the reports that
we are viewing as the underlying LASR Analytic server is updated with new game data. Combining the
real-time streaming with the reporting capabilities of Visual Analytics, it is possible to monitor the status of
a game, as the game progresses.

b VA 7.4 - Basketball Game Results

Scores Play-by-Play
game_date 4 VisitorTeam Visitor score  Home Team Home score  game_id
2017-01-07 Kennesaw State Owls Lipscomb Bisons 8333d658-59cf-4112-2028-efa
2017-01-07 UC Riverside Highlanders Long Beach State 49ers c0dd6623-c290-4dd6-a85e-7
2017-01-07 UTSA Roadrunners Louisiana Tech Bulldogs 9806766b-2d7c-4622-b6d3-0.
2017-01-07 Louisiana-Monroe Warhewks Louisiana-Lafayette Ragin’ 84311735e-5df3-4efd-bbéd-20..
2017-01-07 Santa Clara Broncos Loyola Marymount Lions bdeelcdd-bodedbh?-9c28-4
2017-01-07 Mississippi State Bulldogs LSUTigers 800df515-8566-4743-92c7-a3_
2017-01-07 Charlotte 49ers Marshall Thundering Herd 7f3c47c0-760e-4540-af32-870...
2017-01-07 East Tennessee State Buccaneers Mercer Bears 9eb318f1-1e5d-47f0-9262-c71..
2017-01-07 Maryland Terrapins Michigan Wolverines 5d43cobdfad3-4dae-ablb-ae.
2017-01-07 Southem lllinois Salukis Missouri State Bears 22dd3b50-73cb-4b04-bfa4-02
2017-01-07 SIU-Edwardsville Cougars: Morehead State Eagles 97bff934-5fc-4f28-s4eb-121
2017-01-07 Nevada Wolf Pack New Mexice Lobos 6d285c73-f067-4792-92de-5...
2017-01-07 Southern Utah Thunderbirds North Dakota Fighting Hawks 6ffSeale-02e1-4669-8d88-97 ...
2017-01-07 Middle Tennessee Blue Raiders North Texas Mean Green ©0228501-bfa2-48%:-b4df-08
2017-01-07 James Madison Dukes Northeastern Huskies 45d7c734-025d-42cf-9281-00
2017-01-07 Nerthern Arizona Lumberjacks Northern Colorado Bears 14db8a16-2174-4426-bfb -84
2017-01-07 Central Michigan Chippewas Northern lllinois Huskies 02992906-cd92-4d5e-9ccB-a...
2017-01-07 Cleveland State Vikings Northern Kentucky Norse 28349cce-673b-48a3-8cld-ed...
2017-01-07 Clemson Tigers Notre Dame Fighting Irish C299129£.7f85-4040-0428 42
2017-01-07 Michigan State Spartans Penn State Nittany Lions 6568f574-a9a2-4bf1-9865-2a
2017-01-07 San Diego Toreros Pepperdine Waves 8724234b.5735-4390-b1de-2..
2017-01-07 Sacramento State Homets Portland State Vikings 3abeBaca-79ac-4c81-8553-594.
2017-01-07

Radford Highlanders Presbyterian Blue Hose f1c0b214-c267-46c0-bbbb-fe.

Figure 9. Game Score Report

Figures 9 and 10 show two sample reports that are generated from the streamed data. The first figure



(Figure 9) shows the scores from games, either complete or in progress. Selecting one of these games
links to another report (Figure 10) which shows the play-by-play events for the game up to the current
point in the game, or for the full game if it has already been completed.
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Scores Play-by-Play

Game Results

Visitor Toam Visitor score

VA 7.4 - Basketball Game Results

Home Team

4 Home scora

—— New Dame Fighing rah

Game Log

Event Number + Team Event

244 | Ulemson

245 | Clemson
Notrs Dame  Fighting Irish

Fighting Irish

Clemson

Te

Clemson Gabe DeVoe

253 | Nowe Dame | V.J. Beachem

Clemson  Marcquise Re

Elijah Thomas blocks Man Farrel

Notre Dame | Bonzie Colson defs

Shelton Mitchell makes two point layup

5 TWo point

offen ound

30 second timeout

Jaron Blossomgame makes two point layup

30 second timeout

misse: nt jump shot

defes

e rebound

Notre Dame  Matt Farrell makes three point jump shot

ed mi

ree point jump shot

End of 2nd Helf

ayup

Notre Dame  Steve Vasturia makes three point jump shot (Matt Farrell assists)

Notrs Dame  Bonzie Colson makes two point layup (Rex Pflusger assists)

Home home score  Visitor visitor score  game_id v
Notre Uame 537 Llemson Dl c2YY 2Vt /tE5-4Udc YA sE-dedddbab /a2
Notre Dame 33 Clemson SE c299129f-7785-404c-9428-43dd5:

Notre Dame 53 Clemson ST c299129-785-404c-9428-423dd5

Notre Dame 53 Clemson SE c299129f-785-404c-9428-422dd5,

Notre Dame 56 Clemson ST c299129-785-404c-9428-423dd5

Notre Dame 56 Clemson 59 c299129f-785-404c-9428-422dd5,

Notre Dame 58 Clemson 59 c299129f-765-404c-9428-423dd5

Notre Dame 58 Clemson 59 c299129f-785-404c-9428-422dd5,

Notre Dame 58 Clemson 59 c299129f-765-404c-9428-423dd5

Notre Dame 58 Clemson 59 c299129f-785-404c-9428-422dd5,

Notre Dame 61 | Clemsen S0 2091297-7f85-404c-9428-4e3dd5,

Notre Dame 61 Clemson B8N <299129f-7£85-404c-9428-423dd5

Notre Dame 61 | Clemsen S0 2091297-7f85-404c-9428-4e3dd5,

Notre Dame 61 Clemson B8N <299129f-7£85-404c-9428-423dd5

Scoring

Event Number +

Home

home scora  Visitor

visitor score  game_id v

236 €299129f.7f85-404c-9428-4e3dd5ab7d92

237 | S peint jump shet Notre Dame ERl <2901291.7f85-404c-9428-423dd5.

244 wo point layup Notre Dame Bl <299129f.7f85-404¢-9428-423dd5.

248 s three point jump shet (Matt Farrell assists Notre Dame LYl <2901291.7f85-404c-9428-423dd5.

249  Jaron Blossomgame makes two point layup Notre Dame ERl <209129f.7f85-404c-9428-4e3dd5ab7do2
Figure 10. Play-by-Play Game Status

CONCLUSION

This project illustrates one way that SAS software can be used to capture and use data that is streamed
from a real-time source. SAS Event Stream Processing is the tool that was designed for and is best
suited for processing events in real-time. Event Stream Processing has many more features for the
analysis and processing of this data than we have time to cover in this paper. If you are interested in
more information on the capabilities and application of SAS Event Stream Processing, please attend
other papers and demos on the subject during SAS Global Forum, and visit the Event Stream Processing

areas of The Quad.
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